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Executive Summary 

This document is the second deliverable associated with the AMASS Task 6.4 “Methodological Guidance for 
Cross-Domain and Intra-Domain Reuse”, which provides the methodological guide for the AMASS reuse 
approach. The deliverable is based on the functionalities supported by the third and final prototype (P2) of 
the AMASS Platform.  

This document focuses on methodologies and supporting tools developed in WP6. To make the document 
self-contained to a certain extent, background information regarding the AMASS reuse and variability 
concepts, embracing the three dimensions, process, product, and assurance case, is given. Additionally, the 
fundamental functionalities of the tools, which support the execution of the workflow, are recalled. The 
methodological guide provides detailed guidance about reuse assistance, management of lines, automatic 
generation of arguments, transformation of standards to baseline models, compliance mapping, 
compliance checking, reuse discovery, representation of safety standards with semantic technologies, 
reuse of safety and security artefacts and model-based testing. 

For a more general overview and guidance for the AMASS approach, including methods and techniques 
provided by others WPs, the reader is referred to D2.5 [2] “AMASS User Guidance and Methodological 
Framework” as well as deliverables D3.8 [5], D4.8 [6] and D5.8 [7]. These deliverables provide guidance for 
the AMASS architecture-driven assurance, for the AMASS multi-concern assurance, and for the AMASS 
seamless interoperability approach, respectively. Deliverable D2.5 provides methodological guidance for 
specific AMASS core features, and a user manual with detailed descriptions of the AMASS tool platform 
specific functions and how to use them.  

This deliverable represents an update of the AMASS deliverable D6.7 [14] released at January 2018 (m22). 
The sections modified with respect to D6.7 have been marked with an asterisk (*), and the details about 
the differences and modifications are provided in Appendix A. 
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1. Introduction 

Embedded systems have significantly increased in technical complexity towards open, interconnected 
systems. Data exchange requires interconnection across trusted boundaries of the system. This leads to 
security issues like hacking and malicious attacks against interfaces, which could invalidate existing safety 
measures. On that way, security issues may lead to safety issues. Software updates with new features can 
increase safety but introduce additional challenges on cybersecurity. The rise of complex Cyber-Physical 
Systems (CPS) has led to many initiatives to promote reuse and automation of labour-intensive activities 
such as the assurance of their dependability. The AMASS project builds on the results of two large-scale 
projects, namely OPENCOSS [16] and SafeCer [17]. These projects dealt with reuse, assurance and 
certification of software-intensive critical systems using incremental and model-based approaches. 

The AMASS project enhances existing approaches with multi-concern aspects like the interaction between 
functional safety and cybersecurity. Well-defined reuse processes can systematize the derivation of new 
development processes based on an existing base process. Especially commonalities like related activities, 
methods and argumentation fragments can be easily reused. This reuse approach decreases effort and 
improves the completeness and accuracy of safety- and security cases. Users must keep in mind that 
improved reusable activities and methods are no guarantee that they are fully correct and complete 
especially with regard to security. 

AMASS project partners have developed tools and integrated them to the AMASS tool platform or provide 
the capability to interoperate with the platform. As result, the AMASS Tool Platform is capable to ensure 
interaction between internal and external tools. This deliverable provides a methodological guide related to 
reuse concepts and their implementation in specific tools of the AMASS project. It provides an overview 
about key concepts like reuse assistance, management of lines, automatic generation of arguments, 
transformation of standards to baseline models, compliance mapping, compliance checking, reuse 
discovery, representation of safety standards with semantic technologies, reuse of safety and security 
artefacts and model-based testing. 

Reuse assistance functionality together with systematic variability management enable intra and cross-
standard reuse of assurance and certification assets. Automatic generation of process and product-based 
arguments simplifies the generation of assurance cases and supports reuse. Reuse discovery provides a 
methodology for the identification of reusable information based on their semantics. 

This methodological guide describes how to use the AMASS tools with help of examples and detailed 
process steps. The workflow is presented with the aid of activity diagrams or sequences of to-be-followed 
steps. The steps are meant to give an example of usage of the tool trying to cover all relevant features. The 
user is referred to the AMASS Platform User Manual [2] to get a deeper knowledge about the specific 
options provided by the AMASS tools. 
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Figure 1. Compliance management and reuse in relation to other work packages 

 
Figure 1 provides a general overview of the different AMASS Scientific Technical Objectives (STOs) and how 
they are implemented in the AMASS project by specific Work Packages (WPs). This document focuses on 
methodology guidelines for cross and intra-domain reuse and the related tools developed in WP6. 

For a more general overview and guideline of the AMASS approach including methods and techniques 
provided by others WPs, the reader is referred to D2.5 “AMASS User Guidance and Methodological 
Framework” [2]. The deliverable D2.5 provides methodological guidance for specific AMASS core features, 
which are described in more detail in the deliverables D3.8 [5], D4.8 [6], D5.8 [7] and D6.8. These 
deliverables are the final versions of the methodological guidance deliverables based on D3.7 [4], D4.7 [9], 
D5.7 [10] and D6.7 [14]. They provide guidance for the AMASS approaches concerning architecture-driven 
assurance, multi-concern assurance seamless interoperability and cross/intra-domain reuse.  

The deliverable D6.3 “Design of the AMASS Tools and Methods for Cross and Intra-Domain Reuse” [12] 
recalls the context and objectives of WP6 focusing on Task 6.2 “Conceptual Approach for Cross-Domain and 
Intra-Domain Reuse”. The conceptual approach is applied in Task T6.3 “Implementation for Cross-Domain 
and Intra-Domain Reuse” and leads to the deliverable D6.6 “Implementation for Cross-Domain and Intra-
Domain Reuse” [13]. Task T6.4 “Methodological Guidance for Cross-Domain and Intra-Domain Reuse” has 
created D6.8 (the document at hand). 
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2. Cross-Domain and Intra-Domain Reuse Overview 

2.1 Background 

As it was discussed in D6.1 [11], the challenge is related to the management of reuse, to the scope of reuse, 
and to the reuse methodology to be applied. For better clarification of the problem, consider Figure 2 that 
illustrates a reuse taxonomy created to support the reader. The taxonomy is based on previous work by 
Ruiz in [31]. 

Each branch in the diagram shows a different type or aspect of reuse. There are scenarios that combine 
different reuse types and aspects, depending on the perspective. The Engineering aspect focuses on the 
idea of reuse of engineering practices. The Stakeholders’ aspect focuses on different points of view and 
different interests depending on involved stakeholders. The Certification data aspect focuses on the reuse 
of certification related data (e.g. assurance cases) and work products (e.g. design specifications). 
 

  

Figure 2. Reuse Taxonomy in the scope of AMASS 

All the above-listed reuse types are in the scope of the AMASS project. 

Product, process and assurance case are strongly related. A variation in the product has ripple effects on 
the process and the assurance case. To exemplify these dependencies at a higher level, Figure 3 illustrates a 
3D space populated by families of items. These families represent assurance cases, processes and product-
related artefacts.  
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Figure 3. Dependencies between processes, products, and assurance cases [33]  

 
A detailed description of reuse scenarios and reuse dimensions is available in deliverable D6.1 “Baseline 
and requirements for cross/intra-domain reuse” [11] and a detailed design of the reuse dimensions and 
their dependencies is available in D6.3 [12]. 

2.1.1 Process-related reuse 

Variability factors in development processes include, among others, complexity, project and team size. In 
dependable systems engineering, stringency, dependent on the criticality of the to-be-developed system, is 
an additional variability factor. This factor is constrained by the requirements, imposed by the increasing 
amount of multi-concern normative documents. In such context, process variability management is 
becoming a strategic ability. To systematically manage all those variability factors, it is useful to combine: 
the notion of Safety-oriented Process Line Engineering (SoPLE) [32], which extends process-lines 
engineering in the context of dependable engineering; the Eclipse Process Framework Composer 
(EPF-C) [24], which offers a powerful solution to engineer processes; and the Base Variability Resolution 
Tool (BVR-T) [36], which offers a powerful solution to manage variability. This combination presents 
numerous challenges, which have been faced to obtain a seamless integration of EPF-C and BVR-T, 
delivered as plugin, and offer a technical solution for SoPLE.  

2.1.2 Product-related reuse 

Product (e.g., software) reuse can be defined as the use of an existing product or knowledge about that 
product to construct new products. Its main purpose is to improve both the quality and the productivity of 
new products. In systems that require high quality and integrity assurance, e.g., safety critical systems, 
reuse of the product itself is not sufficient without the reuse of the knowledge of the product [45]. The 
product and the knowledge of the product are subject to reuse and are often referred to as reusable assets. 

Whether reuse is planned (systematic) or “ad hoc” (non-systematic) has significant influence on the quality 
and integrity of the system within which reuse is performed. Non-systematic reuse has been shown to be 
hazardous in safety-critical systems, hence systematic approaches are usually required to build a high-
integrity system from reusable assets. Systematic reuse approaches pay special attention to the context 
and environment of the asset being reused so that it can be checked whether the asset is valid for reuse or 
not. Some of the systematic approaches to reuse that have emerged over years include Product-line 
Engineering (PLE) and Component-based Software Engineering (CBSE). The main goal of CBSE is to support 
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X 
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development of systems as composition of reusable components, while PLE is a planned reuse approach 
that focuses on achieving reuse within a family of products. 

2.1.3 Assurance case-related reuse 

Assurance cases can be defined as a set of auditable claims, arguments, and evidence created to support 
the claim that a defined system/service will satisfy some particular requirements [30]. When applying reuse 
approaches to assurance cases, two main concepts are used: argument patterns and argument modules. 

Assurance case patterns are considered to be one of the main approaches for managing reuse of safety 
assurance. A safety case pattern provides a mean of explicitly and clearly documenting common elements 
found in safety cases, and it also promotes the reuse of best practices for safety assurance. They are highly 
used to reuse the best practices in argumentation. Different works have been done in relation to collect the 
more adequate patterns together with guidelines for instantiation [40]. Argument fragments can be 
considered as a type of argument pattern. They are part of an assurance case, but they cannot be read 
isolated, they should be included with the rest of the assurance case. 

A similar element but not equal is the assurance case module. A safety case module may correspond, 
among other things, to an interrelated set of safety engineering activities, scope of responsibilities of a 
particular engineering organisation, well-defined sub-system or equipment used within the overall safety-
critical platform. An assurance case module does not need to be instantiated. When it is created, reuse 
should be already taken into account. It should clearly identify the assumptions (away goals, away context, 
away solutions) and guarantees (public claims) that it expects to share with other modules in the assurance 
case. The assumptions and guarantees of the modules are validated in argument contracts. In this case, the 
argument fragment can be understood in isolation and it is a piece of reusable argument that provides 
more and consistent arguments when included with the rest of the assurance case. [41] 

Both topics have been widely explained and discussed in the context of WP4 and its deliverables.  

2.1.4 Compliance management 

To make the deliverable self-contained, in this subsection, the AMASS vision for compliance management 
developed in D6.3 [12] is recalled. Compliance management deals with the provision of evidence and 
justification regarding conformance to requirements coming from the standards. For instance, a 
development plan represents the evidence that a plan has been conceived and documented in compliance 
with the requirements. To ease the communication between the applicant and the certification body, the 
evidence alone is not enough. A justification in terms of either a checklist (concise compliance report given 
in a tabular format), an argument, or some proof (e.g. a verification report) should also be provided to 
show/argue/prove that the plans comply with the requirements.  

To manage compliance, it is necessary to properly interpret and model the requirements coming from the 
standards, to provide the evidence expected to substantiate such requirements, and to show the relation 
between requirements and evidence. The vision of AMASS for compliance management is exemplified in 
Figure 4. Compliance management concerns the activities aimed at fulfilling the normative requirements 
and in charge of delivering justifications of compliance, where a justification of compliance may take 
different forms: a mapping table indicating which process elements act as evidence of the satisfaction of 
the requirements coming from the standards; an argument explaining why certain evidence is linked to 
certain requirements; a formal proof proving that a certain process trace satisfies a certain set of 
formalized requirements; or an ontology linking together standard-related concepts with process-related 
concepts. 
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Figure 4. Compliance Management Vision 

2.1.5 Reuse of compliance accomplishments 

As it was mentioned in D6.1 [11], a principal challenge for AMASS is that currently the existing standards 
across the avionics, automation, space, railway and automotive domains exhibit wide variation, partial 
inconsistency, and semantic discrepancy in terms of treatment of common assurance and certification 
concepts. Consequently, the provision of a means for the reuse of certification artefacts in the following 
target circumstances might be hindered:  

• Recertification-Reuse of approvals from one application domain to another: Reuse of approvals 
(certifications, assessments, evidence, etc.) in order to reduce time/efforts when the user wants to 
certify/assess a product with respect to a domain-specific standard that has already been approved 
in an application domain with respect to a standard from another domain. 

• Reuse of approvals within a domain: Reuse of approvals (certifications, assessments, evidence, 
etc.) in order to reduce time/efforts when the user wants to certify/assess a product with respect 
to a domain-specific standard that has already been approved in the same application domain with 
respect to another standard [version] from the same domain, but with a different scope or 
corresponding to another version of a standard.  

Note that, at a first glance, this last circumstance might be considered remote, contingent. 
Moreover, since transitional arrangements are usually specified by the new standard/update, this 
condition might even be considered easier to tackle with respect to the former. Recent experience in 
the automotive domain shows that transitional arrangements are not always at disposal and thus 
the introduction of a new standard within the same domain can represent a true challenge. 
 

The engineer needs to interpret the requirements and objectives of the standards, which will apply to the 
specific situation, and sometimes this is open to interpretations.  

Beyond the interpretation of standards, when trying to analyse the different standards, it is beneficial to 
create a common framework so that the peculiarities and commonalities of the standards can be 
highlighted. AMASS focuses on creating such a common framework in order to compare standards from 
various industrial domains (e.g., avionics, automotive, railway and medical devices). These approaches 
facilitate the reuse of process-related assets. 

2.1.6 Reuse and component-based system engineering (*) 

The main goal of Component-Based System Engineering (CBSE) is to support development of systems as 
composition of reusable components. With complex systems this brings the challenges of combining newly 
developed components with reused components. 
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The processes and set of tools supporting reuse must adhere to standards in the domain. The functional 
safety standards (IEC 61508 [62], ISO 26262 [20] and others) for the different domains of cyber-physical 
systems specify verification artefacts. The reuse of components can improve if the integration and the 
V&V-activities in the development cycle are managed in line based on domain specific standards. The major 
challenge to reuse is the integration and verification of multi-concern cyber-physical systems with 
functional safety standards.  

Major challenges of short Time To Market (TTM) are generated from the growing complexity in combined 
industrial cyber-physical systems. If the concept of reuse is managed through the product life cycle, these 
challenges can be met. The life cycle challenges must also be addressed with improvements in the V&V 
process and in the tool chain.  

Following the safety standards, the artifacts must be supported through the life cycle of the products. The 
produced artifacts in the analysis and design phases from requirements, safety cases, models, 
specifications, and program code must follow through the different test phases including verification and 
validation.  

To enable more reuse of components, new methods and tools are introduced. To increase the reuse in CPS 
development with multi-concern, new methods and tools should be used to automatically generate the 
artefacts for verification with automatic test case generators for verification. The automation and 
verification will also need patterns for the artefacts with model-based testing (MBT) technologies. To reuse 
components there is a need for integration patterns in the combination of reuse and new designed 
components. The measures are in the system integration, verification and validation phases of the system 
development cycle. The patterns for this are further described in section 3.11.  

To enable reuse of components, the set of tools in a project must support the flow of designed models, 
code and test cases and other information elements that needs to “flow forward” to the development 
cycle. To enable a more efficient development, the elements in the development cycle must support the 
exchange of artefacts through the development cycle. The tool chain that generates those artifacts must be 
able to exchange the artefacts in the form of system models, test cases, etc. in defined format. The 
artefacts are exchanged through Open System for Life cycle Collaboration (OSLC) or other means.  

The required artefacts for system integration, verification and validation must be prepared when the 
reused components are introduced in the development cycle for the safety critical systems. To efficiently 
produce these artefacts, the tool chain should the able exchange the necessary artefacts of integration and 
V&V. The safety standards have also a requirement on storing of the artefacts for the product life cycle 
from the V&V result. 

The work flow needs to be iterated through models and test cases as they are cross-checked by automated 
test case generator tools. The pattern for this will be described in the section 3.1.1 on model-based test 
tools. 

2.2 Cross-Domain and Intra-Domain Reuse  

2.2.1 Main Idea 

Intra domain reuse of CPS or parts of a system is challenging because products are qualified or certified for 
a specific application in a specific context. Increased connectivity makes reuse difficult because of easy 
occurrence of unintended behaviour. The main challenges, which the user is faced with when reusing, are 
mentioned in D6.1 [11]. Challenges in cross domain reuse emerge because different domains demand 
different standards. If a product should be used in a different domain, the worst case is that a full 
certification process must be applied again, because without a fitting reuse strategy the product has to be 
considered as totally new. The try to reuse CPS in other projects causes that assumptions and constraints 
may change (e.g. environment). Results from previous projects show that actual domain specific standards 
are not helpful in many cases, because they often do not support reuse activities and furthermore, they 
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hardly deal with functional safety and cybersecurity from the co-engineering point of view. To resolve the 
issue, WP6 addresses these challenges related to cross- and intra-domain reuse as well as cross concern 
reuse. In addition, safety and security co-engineering is considered as a joint activity. 

Approaches from prior projects (e.g. SafeCer [17] and OPENCOSS [16]) have been refined and further 
developed. During the project reuse methodologies for product-, process- and assurance case reuse have 
been elaborated. D6.8 provides detailed information about how to use the reuse-enabler tool support and 
how to apply the underlying approach. 

2.2.2 Tool Support Overview (*) 

This section gives a short overview about the tools which are part of the AMASS platform or connected to 
it. These tools are EPF-Composer, BVR Tool, OpenCert, Knowledge Manager, Safety Architect, 
Elasticsearch & Kibana, and Regorous. 

Eclipse Process Framework Composer 

EPF-C provides support for authoring, tailoring and deploying (software) systems development processes. 
This means that process structures containing all necessary process elements (e.g., activities, tasks, roles, 
work products, etc.) can be specified. EPF-C is based on the Unified Method Architecture (UMA) 
metamodel, which is an evolution of the OMG's SPEM 1.1 [28]. The major parts of UMA are incorporated in 
SPEM 2.0 [29]. Although EPF-C has attracted considerable attention in both academia and industry, its 
development environment is based on the previous technology versions, for example Eclipse Galileo, 
JRE 1.5, etc. The migration of EPF-C is critical for allowing the integration with other tools and applications 
in the Eclipse Platform. Accordingly, EPF-C has been evolved from Eclipse Galileo 3.5.2 to Eclipse Neon 
4.6.3. The migration of EPF-C has involved the resolution of unresolved/outdated dependencies, problems 
with the storage of libraries, method contents, processes and configurations, appearance of combo-box for 
selection of configuration, and generation of standalone application. EPF-C might also be launched within 
the Eclipse IDE and is integrated in the AMASS Platform. 

CHESS 

CHESS [44][67] provides a model-driven, component-based methodology and tool support for development 
of safety-critical systems. Its underlying modelling language (CHESSML) is implemented as Unified 
Modelling Language (UML), Systems Modelling Language (SysML) and Modelling and Analysis of Real Time 
and Embedded systems (MARTE) profile. In particular, UML Version 2.5 is utilized for modelling the 
software aspects, SysML Version 1.1 for modelling the requirements and MARTE Version 1.1 for describing 
the real-time aspects. The CHESS design space is composed of particular elements: (i) data types, events 
and interfaces; (ii) component types; (iii) component implementations; (iv) component instances; (v) 
component bindings; (vi) hardware topology description and target platform elements. The remaining 
elements concerns the real-time architecture: (vii) containers; and (viii) connectors.  

The CHESS Tool is made available as Eclipse Polarsys project. It is built on top of Eclipse Papyrus to enforce 
working with different views: requirement, system, component, deployment, analysis and PSM views. 
Therefore, the CHESS Tool supports throughout the development process, from the requirements, to the 
system’s architecture, down to the software design, and its deployment to hardware components. Besides 
that, the dependability (failure logic and state-based) analyses and code generation for Ada language are 
supported. 

BVR Tool 

BVR [35][36] is a language built on top of CVL [38] for enabling variability modelling in the context of safety-
critical systems engineering. The language is implemented as a series of Eclipse plugins, which support 
feature modelling, resolution, realization and derivation of specific family members, as well as their testing 
and analysis. The overall implementation is called BVR Tool and has been integrated into the AMASS 
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Platform. Because the language defines variability orthogonally for any Meta-Object Facility (MOF)-
compliant model (representing the Base model), communication with other tools is needed to map the 
elements of a target configuration and variability abstractions in BVR. The generation of target 
configurations is performed with three editors: VSpec, Resolution, and Realization. The VSpec editor 
permits variability engineers to create VSpec models, which are an evolution of the Feature-Oriented 
Domain Analysis (FODA) [39], usually called Feature Models. The Resolution editor permits variability 
engineers to perform the resolution and obtain resolved models. The Realization editor is based on the 
placements and replacements within the fragment substitutions. Fragment substitution removes elements 
within the placement and substitutes them with the elements in replacement. 

OpenCert 

OpenCert is a product and process assurance management system. It is part of the AMASS Platform to 
support the compliance assessment and certification of safety-critical systems in sectors such as aerospace, 
railway and automotive. OpenCert helps create a transparent view of the process and product quality 
against a set of harmonized compliance requirements derived from standards and regulations. Using 
knowledge-based systems, quantitative methods and modular reuse techniques, OpenCert reduces 
compliance management and (re-)certification costs. 

OpenCert features to support compliance management and reuse are:  

• Standards Specification 
o Capture information from standards. 

o Map equivalences between different standard assets (artefacts, activities, requirements, 
techniques). 

• Assurance Project Management 
o Create assurance projects. 

o Define assurance project baseline (project plan with standard requirements). 

o Define access permission for users. 

• Assurance Case Management 
o Define modular assurance structure. 

o Develop claims and links to evidences. 

o Specify argumentation module assumptions. 

o Validate argumentation module assumptions. 

• Process Management 
o Check process compliance against standards. 

o Reuse assurance and certification assets across systems. 

o Reuse assurance and certification assets across standards and domains. 

Knowledge Manager 

Knowledge Manager [18] is a tool to manage all knowledge related to a system. It is based on the principle 
that knowledge is nowadays one of the most valuable assets in modern organizations, thus an appropriate 
management of the organization’s knowledge is a key success factor. Knowledge must be gathered from 
many sources, stored into secure repositories, and accessed by the granted people at the right time. 
Knowledge further is a reusable asset in the systems and software projects.  

Knowledge Manager stores knowledge into a well-designed repository referred to as System Knowledge 
Repository, which includes a System Knowledge Base as well as all assets. Knowledge Manager allows an 
easy access and maintenance, and its knowledge bases correspond to ontologies. Figure 5 shows the 
structure of an ontology in Knowledge Manager. An ontology consists of several layers, each depending on 
and extending the semantic information of the inner layer. The innermost layer (Terminology) corresponds 
to the terms of a domain together with their syntactic information. Relationships between the terms can be 
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specified in the Conceptual model layer, as well as their semantics with clusters; e.g. the semantics of the 
terms ‘car’ and ‘truck’ can be ‘system’, and they specialise ‘vehicle’. Patterns can then be developed to 
provide templates (aka boilerplates) for system information specification; the patterns refer to aspects of 
the two underlying layers. The Formalization layer includes information about how system information that 
matches a pattern will be semantically formalised and stored. Finally, at the Inference rules layer the data 
in all the other layers can be exploited for the specification of rules to derive new information, e.g. about 
the correctness of a system specification. More information about Knowledge Manager is available in [18]. 

Knowledge Manager supports assurance reuse in several ways: 

• When assurance information is represented as an ontology in Knowledge Manager, the tool 
provides features for ontology elements reuse (e.g. for copy and for merge) and thus for assurance 
reuse. 

• The data model for artefact representation that Knowledge Manager exploits is the basis for 
indexing any kind of system artefact and later use the tool’s functionality for search. 

• Not directly focused on reuse but related to it, assurance standards and compliance information 
can be represented with the semantic approach underlying Knowledge Manager. This information 
can be used in reuse scenarios. 
 

 

Figure 5. Ontology layers in Knowledge Manager 

Safety Architect (*) 

Safety Architect [61] is a risk analysis tool of complex systems using functional or physical architectures 
from usual modelling tools, such as Papyrus/CHESS tool. From a functional or physical definition of the 
system, Safety Architect allows performing a kind of local FMEA and automatically deducts the FTA 
corresponding to the identified feared events. As described in section 5.5 of D6.3 [12], Safety Architect 
supports the Diff/Merge methodology for the reuse of safety and security analysis artefacts. This 
Diff/Merge methodology can be applied during the re-import from AMASS Platform/CHESS tool to Safety 
Architect tool, as described in Section 3.10 of this document. Indeed, the synthesis view contains all the 
analysis artefacts differences between the source model and the target model, and the user can reuse 
differences to merge from the source model to the target model. 

Elasticsearch & Kibana (*) 

Elasticsearch [58] is “a distributed, JSON-based search and analytics engine designed for horizontal 
scalability, maximum reliability, and easy management”. It is based on an open-source stack and basically 
can be used to “take data from any source, in any format, and search, analyse, and visualize it in real time” 
(as the Elastic site claims) [59]. The database is schema-free and supports the indexing and querying of 
arbitrary documents. It offers an HTTP based REST API and can be accessed by all major programming 
languages. 
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Within AMASS, Elasticsearch is used to index any kind of EMF based data supporting files but also CDO 
repositories. The main objective is to offer a free text search but also to build value added services and 
apps atop of it. There is a web-based general-purpose search app available and the Elasticsearch data are 
used by the Reuse Assistant. The Kibana software [60], basically a tool to visualize any kind of Elasticsearch 
data and to manage and navigate the Elasticsearch Stack visually, can be used to create custom dashboards 
and analytics. 

Regorous (*) 

Regorous Process Designer (for simplicity called only Regorous) [64] is a process compliance checker, which 

is part of the of the NICTA’s Regorous Tool suite1. It assists analysts during the ”Process design phase of the 
process lifecycle” with mapping regulations to specific process and process steps, so that processes can be 
designed or re-designed in a compliant way. Regorous is the result of the implementation of the approach 
for process compliance based on the compliance-by-design methodology, proposed in [65] and [66]. The 
compliance by design methodology enables the verification of compliance of a process with a set of rules, 
before the process is executed. To check whether a process is compliant with a relevant regulation, 
Regorous requires an annotated process model and the formal representation of the regulation (See Figure 
6). The annotations are attached to the tasks of the process (Logical state representation), and they can be 
used to record the data, resources and other information. A process model is a self-contained, temporal 
and logical order in which a set of activities are expected to be executed to achieve a business goal.   

 

Figure 6. Regorous Abstract Framework 

  

                                                             
1 Regorous Process Designer is available under an evaluation license http://www.regorous.com 

http://www.regorous.com/


              

         AMASS Methodological guide for cross/intra-domain reuse (b) D6.8 V1.0 

 

 
H2020-JTI-ECSEL-2015 # 692474 Page 21 of 107 

 

3. Methodological Guide 

3.1 Workflow and Process Overview 

The following Figure 7 shows a general workflow and an overview about related reuse methodologies 
elaborated in WP6. 
 

 

Figure 7. Workflow and related reuse methodologies 

3.1.1 Reuse assistance 

Figure 8 shows the steps to follow a cross-system reuse using the OpenCert Reuse Assistant. The steps to 
work on this functionality are: 

1. The user opens the newly created assurance project (target project), starts the Reuse Assistant, and 
selects the reusable assurance project (source project). 

2. A number of assurance models from the source project are available for navigation, including 
evidence, process, argumentation and baseline (compliance information) models that can be 
individually selected. 

3. Once a specific model is selected in the source project, the user invokes the reuse discovery 
function to search model elements according to specific criteria or selects model elements 
manually in a tree view with check boxes. 

4. Once selected all the desired model elements to be reused from the source assurance project, the 
user can copy them to the target one executing the reuse operation. 
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Figure 8. Sub-activities related to the Cross-System Reuse using the Reuse Assistant 

 
The workflow presented in Figure 8 is developed in section 3.2.1.  
 
Figure 9 shows the steps to prepare the cross-standard reuse using the OpenCert Standards Editor. Three 
parallel activity flows describe the following aspects: 

1. An expert on the source standard (i.e., the standard to which the source reuse project complies) 
must capture a Reference Framework model as edited by the OpenCert tools. Before starting to 
capture an interpretation of such standard, the expert would need to manually work on a 
conceptual model of this standard. The conceptual model must ensure that the different concepts 
from a standard are mapped to Reference Framework concepts as well as to the principles to 
demonstrate compliance. 

2. An expert on the target standard (i.e., the standard to which the target reuse project complies) 
must capture a Reference Framework model as edited by the OpenCert tools. Before starting to 
capture an interpretation of such standard, the expert would need to manually work on a 
conceptual model of this standard. The conceptual models must ensure that the different concepts 
from a standard are mapped to Reference Framework concepts as well as to the principles to 
demonstrate compliance.  

3. An expert on both standards must map concepts (activities, artefacts, and requirements) from 
source and target standards by using OpenCert Equivalence Maps. As a result of this activity, a 
model of Equivalence Maps between source and target Reference Frameworks will be generated. 
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Figure 9. Sub-activities related to the Preparation of Cross-Standard Reuse 

 
Figure 10 shows the steps for the actual cross-standard reuse. This prototype iteration is centred on 
evidence reuse. Two different flows apply related to the source and target projects for the reuse operation. 

For the Source assurance project, the following steps must be followed: 

1. Visualization of the evidence required to be provided, as prescribed by the source Reference 
Framework and definition of any additional evidence to be provided, not explicitly mentioned in 
the Reference Framework. This information is located in the Baseline Model(s) for the assurance 
project. 

2. Create an Artefact Model and a Repository to store source project evidence documents in a 
centralized way. 

3. Collect evidence documents into the Repository, during the assurance project life. 

4. For each artefact generated, specify all its characteristics including owner, version, file location, etc. 
This also includes defining hierarchical dependencies between evidences and creating traceability 
links between evidences. 

5. During the project life, some of these artefacts would need to be evaluated (e.g., reviews, 
validations). The AMASS Platform allow users to store evaluation results and the artefact status, 
including any event or action occurred around artefacts (changes of status, updates, etc.). 

For the Target assurance project, the following steps must be followed: 

1. Visualization of the evidence required to be provided, as prescribed by the target Reference 
Framework and definition of any additional evidence to be provided, not explicitly mentioned in 
the Reference Framework. This information is located in the Baseline Model(s) for the assurance 
project. 

2. Create an Artefact Model and a Repository to store evidence documents in a centralized way. 

3. Some evidential information could be potentially reused from the source assurance project, so in 
order to explore reuse opportunities, AMASS tools display to users the equivalence maps between 
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the source and target standards, as well as the actual artefacts that could be reused from the 
source assurance project. 

4. The user will evaluate any implication of reusing artefacts, including post conditions or derived 
obligations to accomplish as result of reusing an artefact from the source assurance project. Any 
individual artefact and its associated information about compliance will be then reused from the 
source project into the target project. 

5. Collect evidence documents into the repository, during the assurance project life. 

6. For each generated artefact, specify all its characteristics including owner, version, file location, etc. 
This also includes defining hierarchical dependencies between evidences and creating traceability 
links between evidences. 

7. During the project life, some of these artefacts would need to be evaluated (e.g., reviews, 
validations). The AMASS Platform allow users to store evaluation results and the artefact status, 
including any event or action occurred around artefacts (changes of status, updates, etc.). 

 

Figure 10. Sub-activities related to the Cross-Standard Reuse of Evidence 

 
The workflow presented in Figure 9 and Figure 10 is developed in section 3.2.2. 

3.1.2 Management of families/lines 

The workflow shown in Figure 11 illustrates the steps involved in the process variability management. At 
first, the path containing a method library is specified. After that, the method library is copied and the 
problems in XMI files are resolved. This is done for supporting the variability management with the BVR 
editors: VSpec, Resolution and Realization. To perform the resolution, engineers have to specify the desired 
true/false choices for the specific configuration. In order to derive the configuration, the execute option in 
particular resolution is selected. It might be noted that the realization fragments have been specified over 
the .xmi files. Finally, the configured process model is exported back to the method library. 
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Figure 11. Sub-activities related to the process variability management 

 
The workflow presented in Figure 11 is developed in Section 3.3.1.  
 
For the product and assurance case variability management, the models are either created or imported 
into the workspace. It might be noted that the variation points or fragments for product and assurance 
case are specified over the .uml and .arg files, respectively. The workflow presented in Figure 12 is 
developed in Sections 3.3.2 and 3.3.3. 
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Figure 12. Sub-activities related to the product/assurance case variability management 

The first block of the Framework shown in Figure 13 contains identification of regulations and standards, 
and the second process development with EPF-C and BVR. The identification step identifies mandatory 
standards and additional relevant regulations. These are customer requirements and additional company 
specific regulations. The following activity is process development in EPF-C with the intention to define a 
process, which is ready for reuse and instantiation. 
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Figure 13. Big picture of process framework related to Cross concern reuse 

 
The workflow in Figure 14 shows a way to develop reusable processes. As initial step, relevant standards 
are identified or, alternatively (drawn with dotted line), an existing engineering process is selected. Based 
on standards or on an existing process, the reusable generic base process is developed. It includes all 
activities, which might be necessary and all available methods. With the instantiation to a project specific 
process, a reduction takes place. All activities that are not supposed to be part of this specific process are 
removed. A check is necessary to be sure that the assumptions for the reused activities are valid for the 
new project. If the validation is passed, the project specific process, which reuses parts of the generic base 
process, is ready for execution. During process execution, engineers must deal with variabilities mainly 
caused by product specific decisions. 
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Figure 14. Sub-activities related to reuse-process development  

 
The workflow presented in Figure 13 and Figure 14 is developed in section 3.3.1.1. 

3.1.3 Automatic generation of arguments 

The workflow shown in Figure 15 illustrates the steps related to the generation of a process-based 
argumentation model and diagram. For that, first the requirements and process model are created 
according to the standards. Then, the validation is performed to detect (fallacy) whether the process model 
contains the sufficient information corresponding to the key evidence for supporting the specific 
requirement. In case of omission of crucial information (i.e., insufficient evidence), recommendations are 
provided to aid users in resolving deviations. Based on the recommendation(s), users are expected to 
modify the process model. Finally, the modified process model is proceeded to generate the process-based 
argumentations. For this, the target assurance project is selected to store the argumentations.  
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Figure 15. Sub-activities related to the generation of process-based arguments 

 
The workflow presented in Figure 15 is developed in Section 3.4.1. 

3.1.4 Transformation of Standard’s Requirement 

The workflow shown in Figure 16 illustrates the steps related to the transformation of standard’s 
requirements to a Baseline model and diagram. In this context, first the requirements and process model 
are created according to the standards. Then, the modelled requirements are proceeded to generate the 
baselines. For this, a target assurance project is selected to store the Baseline model and diagram. 

 

Figure 16. Sub-activities related to the tranformation of standard’s requirements to Baseline model 

 
The methodological guide for the transformation of standard’s requirements to Baseline is presented in 
Section 3.5. 
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3.1.5 Compliance Checking Workflow (*) 

The workflow shown in Figure 17 illustrates the steps related to automated compliance checking of process 
against safety standards. 

 

Figure 17. Workflow for compliance checking modelling 

 
The methodological guide related to compliance checking is presented in Section 3.7. 

3.1.6 Representation of safety standards with semantic technologies 

Figure 18 shows the workflow for representation of safety standards with semantic technologies. The 
workflow is developed in section 3.9. 
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Figure 18. Workflow for the representation of safety standards with semantic technologies 

3.2 Reuse Assistance (*) 

The reuse assistance functionality concerns intra and cross-standard reuse of assurance and certification 
assets. The design concept for this functionality is described in D6.3 [12]. The AMASS Platform focuses on 
the reuse of the following process-based assurance assets: 

• Compliance checks: any information related to the accomplishment of industry standards (i.e., 
information of level of compliance, compliance justification, traceability to claims or evidence). 

• Artefacts: characterization of evidential artefacts (e.g., evidence attributes, evaluations, versions, 
and link to concrete artefact resources). 

• Argumentations: complete argumentations or argumentation fragments.   

• Activities: any information of activities executed as part of a reusable assurance project. 

Product-based assets such as requirements, design artefacts, code, or even assurance case-based assets 
such as argumentation fragments have been excluded. 

The concrete scenarios of reuse include (see Figure 19): 

• Cross-Project reuse (intra standard or intra domain product upgrade): reuse of assurance assets 
when a product or system evolves in terms of functionality or technology e.g. product upgrade. 
Product upgrade corresponds to a development scenario in which an already-assessed system is 
modified and thus a new assessment (e.g., re-certification) is required. For example, a new system 
can be developed on the basis of an existing one. Such a new system can include, for instance, 
some new components. It was assumed that reusable assurance assets are compliant with the 
same standards that are targeted in the new scenario. 

• Cross-standard reuse (including cross-concern and cross-domain): reuse of assurance assets from a 
project that was completed in compliance with a different dependability concern (e.g., security-
compliant assurance project reused from a safety-compliant assurance project) or different domain 
(e.g. avionics-compliant assurance project reused from an automotive compliant assurance 
project). It also includes the case when the new assurance project must comply with a new 
standard in the same domain, a new version of an existing standard, or a different interpretation of 
a standard (e.g., by a different certification authority). 
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In the AMASS Platform, the Reuse Assistant tool does not cover reuse scenarios such as COTS or SEooC-like 
reuse. 

 

 
Figure 19. Reuse Assistant: Scope of Reuse in Assurance and Certification 

AMASS will support users to understand whether reuse of the assurance assets is reasonable or determine 
what further assurance activities (engineering, V&V, or compliance activities) are required to justify 
compliance in the new scenario. 

3.2.1 Cross-Project (intra standard or intra domain product upgrade) 

This functionality is accessed by means of a specific view called “Reuse” in OpenCert. It is used to reuse 
models from one source assurance project to a target assurance project. This view is particularly useful to 
reuse a subset of model elements, which can be selected manually. The AMASS Platform also allows users, 
through a context menu (see Figure 20), to search a subset of evidence model elements according some 
search criteria introduced using one of the two existing reuse discovery engines, avoiding or validating with 
this the manual selection of reusable assets. The first engine is related to the OSLC-KM tool [19] and the 
second one uses Elastic Search [59].  
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Figure 20. Context menu to choose an assets discovery engine 

Figure 21 shows how to open the Reuse View and Figure 22 shows how to select model elements to be 
reused. The Reuse view is also integrated in the set of OpenCert views and it will be already opened when 
the OpenCert perspective is activated. 

The steps to work on this functionality are: 

1. The user opens the reuse assistant view. 

2. The user selects the assurance project that will receive the elements to reuse (target project), 
normally newly created assurance project. 

3. The user and selects the reusable assurance project (source project). 

4. A number of assurance models from the source project are available for navigation, including 
evidence, process, argumentation and baseline (compliance information) models and can be 
individually selected. 

5. If the user checks the model, it will be reused completely.  

6. Double clicking over a model of the lists, will open an editor to allow the user to select manually 
model parts (see Figure 22).   
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Figure 21. Cross-project Reuse View 
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Figure 22. Interaction with the Reuse View 

7. The user can search reusable assets in the selected evidence model according to a text and/or a 
selected critically level and an introduced text (the applicability level is not used) (see Figure 23). 
The Elastic Search Engine will only use the introduced text as search criteria and the OSLC-KM both, 
the introduced text and the selected criticality levels specified by the standard that the source 
project is compliant with. The user has an option to select automatically evidence model elements 
according to the results of the search and modifying the previous subset of evidence model 
elements selected. 
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Figure 23.  Window to introduce the search parameters 

 

8. The results are shown to the user with a colour code (see Figure 24). 

• In green. The selected evidence model element, before executing the search, is a good 
candidate for reusing according to the introduced searching criteria.  

• In red. The selected evidence model element, before executing the search, does not comply 
with the introduced searching criteria and therefore should be unselected to avoid its reuse. 

• In yellow. The unselected evidence model element, before executing the search, is a good 
candidate for reusing and therefore should be selected to be reused. 
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Figure 24.  Results of a search (the right one with automatic selection option active) 

9. Once selected all the desired model elements to be reused from the various models, the user must 
press the “Reuse” button to start the reuse operation. 

3.2.1.1 Usage of Tools 

Before using Elasticsearch, it’s necessary to configure the connection to the indexing server. The server 
may run locally or remotely. To configure this feature, go to Eclipse Preference Page and configure the 
server URL and the Index name, as shown in Figure 25.  
 

 

Figure 25.  Configuration of the Elasticsearch indexing server 
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In the AMASS Platform, it is still necessary to index objects and models manually (e.g. the source evidence 
model) before executing the search over its information using the context menu (see Figure 26). 

The user can index arbitrary artefacts (system models but also insurance case related metadata or safety 
case data). The indexer does not use any separate meta-meta language or schema to index the data, but 
instead completely relies on the metamodels of the artefacts directly. By doing that, the indexer benefits 
from the advantages of a schema free database as Elasticsearch. In future scenarios, it can be assumed that 
the data are automatically indexed once they are changed on the file system or they are committed to SVN 
or CDO database. 
 

 

Figure 26.  Index a model using Elasticsearch 

 

3.2.2 Cross-Standard reuse (cross-concern or cross-domain) 

For cross-standard reuse, AMASS enables reuse of assurance assets of one assurance project in another 
project when they relate to different industry domains, dependability concerns or industry standards in 
general. To perform cross-standard reuse, an equivalence map model must be created between the source 
and the target standard models. The Reuse Assistant tool provides information on the reuse opportunities 
as result of the equivalence relationships. Once the user selects the assurance assets to be reused, the 
reuse operation itself can be executed. A module for compliance gap analysis allows AMASS users to look at 
the reuse post-conditions identified in the equivalence map model. 

According to the AMASS analysis, there are four main principles that should be taken into consideration 
when reusing artefacts across standards:  

• the intent of a certification artefact must be taken into account when aiming at its reuse,  

• maps must be established between the source standard (reuse from) and the target one (reuse to),  

• project compliance must be determined (by means of maps), and  

• needs and gaps resulting from certification artefact reuse must be determined.  
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These four principles are orderly described below.  

1) Certification artefact intent 

Certification artefact reuse is not a challenge per se. In theory, any artefact is reusable. The main reuse 
need stems from the fact that each standard has its own requirements to fulfil, and such requirements can 
vary among standards. For example, DO-178C [22] lists objectives (requirements) for the different software 
development processes, and some of its objectives are not fully addressed in EN 50128 [21]. When reusing 
a certification artefact produced in compliance with a source standard, it must be determined which 
requirements of the target standard are fulfilled. Certification artefact reuse can be regarded as the process 
targeted at determining which requirements of a given (target) standard are fulfilled when compliance with 
another (source) standard has been achieved. 

The above need can only be met if the standard requirements, whose fulfilment a certification artefact 
contributes to, are recorded. These requirements correspond to the artefact intent: which properties are 
assured in the artefact, and thus why the artefact is necessary. For example, the DO-178C Software 
Requirements Data must include the performance criteria, timing requirements and constraints, and 
memory size constraints so that the artefact fulfils its intent (i.e., to show that such characteristics have 
been considered and specified). 

The certification artefact intent is also based on the activities that use or produce the artefact. In general, 
and considering that activities use and produce several certification artefacts, the overall aim of an activity 
corresponds to a higher-level intent than the individual intent of the output artefacts of the activity. The 
achievement of this higher-level intent is also enabled by the individual intent of the input artefacts of the 
activity. For example, EN 50128 Integration Process (activity) aims at demonstrating that software and 
hardware interact correctly to perform their intended functions. To this end, the activity uses the Software 
Integration Test Specification and the Software/Hardware Integration Test Specification as input and 
produces the Software Integration Test Report and the Software/Hardware Integration Test Report as 
output. 

2) Equivalence mapping between standards 

In addition to recording the intent of the certification artefacts, it is also necessary to determine the 
equivalence between standards for certification artefact reuse. This can be done by means of maps that 
indicate the extent to which the requirements of the standards (e.g., requirement concerning the provision 
of a certain artefact) correspond (e.g., between EN 50128 Software Requirements Specification and 
DO-178C Software Requirements Data). Based on these mappings, the similarity and differences of the 
standards can be assessed, and thus how compliant a certification artefact is with respect to a given 
(target) standard according to its compliance with another (source) standard. 

Three general types of maps can exist between the elements of two standards: 

• Full map: the elements of the two standards are identical; the characteristics of the elements in its 
original context (their form, required content, preconditions, objectives, post-conditions on use...) 
fully satisfy the requirements of the context in which it is to be reused.  

• Partial map: the elements are similar, but they are not identical; depending on the context and the 
objectives, the differences between them might be significant; in this case, a clear record of the 
similarities and differences is required. 

• No map: there is insufficient similarity between the elements to enable the user to assert a 
mapping; in this case, it may be important to record the differences, and the reasons why the 
mapping makes no sense, in order to spawn further a gap analysis and prevent inadvertent reuse. 

Full maps are usually rare in the assurance domain and the majority of maps are partial. 

Three elements play a role in equivalence mapping: artefacts, activities, and requirements. Pragmatically, 
any of these referenced assurable elements can be reused. The acceptability of the reuse needs to be 
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argued in terms of the overall assurance objectives indicated by a standard, i.e. what needs to be 
demonstrated for assurance and compliance in the target context.  

Equivalence maps are also necessary between the Baseline of an assurance project and the Reference 
Framework (or frameworks) of the standard according to which a system has to be assured. Some 
differences might exist as result of e.g. having to tailor how to follow a standard according to the specific 
characteristics of a system. 

3) Compliance mapping 

Another necessary type of map for cross-standard reuse is compliance map. These mappings specify how 
the information of an assurance project (i.e., its body of assurance assets) complies with its Baseline. As for 
equivalence maps, compliance maps can be full, partial, or no map. By mapping an artefact to a reference 
artefact selected for a baseline, the intent of the artefact must be indicated. 

The compliance maps of the source assurance project will typically be full and 1:1. Its Baseline will 
correspond to a template, which is used in the project. For example, a Baseline from a Reference 
Framework for DO-178C will have Software Requirements Data as an artefact to provide, and an assurance 
project can have a single artefact that maps to Software Requirements Data. Nonetheless, an assurance 
project can also manage, structure, or group its artefacts in a different way as a standard indicates, but still 
being compliant. For example, an assurance project could have more than one artefact for its Software 
Requirements Data, such as high-level requirements specification and low-level requirements specification. 
Each of these artefacts would partially map to Software Requirements Data. 

Compliance maps for the target assurance project can be derived from the compliance maps of the source 
project. In this case, the likelihood of derived full maps is low because of the differences that usually exist 
between standards. The assurance information of the source project fulfils the requirements of its baseline 
and this baseline has been generated from a specific Reference Framework (both belonging to the source 
project for the cross-standard reuse). The target assurance project will have a different Baseline and 
Reference Framework, thus different requirements to fulfil. Nonetheless, some reference requirements can 
be similar or equal. For example, an artefact that complies with EN 50128 Software Requirements 
Specification will partially map to the DO-178C Software Requirements Data. 

4) Needs and gaps from certification artefact reuse 

Finally, reuse of safety certification artefacts across standards and across domains requires that compliance 
needs and gaps resulting from the reuse are determined. This is a consequence of the fact that the maps 
between standards are most often partial. Compliance with a standard will allow a system to comply with 
another to some extent, but fulfilment of further reference requirements for the target project may be 
necessary. This will usually involve the execution of some additional activity and possibly the creation of 
some additional artefacts. 

For example, reusing EN 50128 Software Requirements Specification in an avionics assurance project will 
lead to the partial fulfilment of the reference requirements for DO-178C Software Requirements Data. The 
corresponding compliance gaps must be filled for the achievement of full compliance with DO-178C. 

3.2.2.1 Process for reuse of assurance assets across standards and domains 

This process consists of seven main activities and it is based on the conceptual framework shown in Figure 
27. This framework corresponds to excerpts of all the meta-models created in AMASS. Although presented 
as a sequence, some activities of the process can be executed in parallel, iteratively, or in a different order. 
For example, the Baseline of an assurance project can be modified while collecting new assurance assets 
because of some new requests by a safety assessor. 
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Figure 27. OpenCert reuse conceptual framework 

 

The seven main activities are described below. 

1) Create reference assurance frameworks 

The first activity to be executed to apply the reuse approach is to specify the compliance needs of the 
standards for the source and the target domains. A reference assurance framework must be created for 
each standard, and the frameworks will be later used for specifying baselines and equivalence maps. 

The Reference Framework will contain reference requirements to fulfil, reference activities to execute, and 
reference artefacts to manage. Reference artefacts can be linked to reference requirements and to 
reference activities (input/output), which enables the specification of reference artefact intents. In 
EN 50128 [21], Software Design Specification is a reference artefact, Component Design is a reference 
activity, and “test cases and their results shall be recorded, preferably in machine readable format for 
subsequent analysis” (clause 7.6.4.5.a) is a reference requirement for the Software Integration Test Report. 
Reference artefacts, activities, and requirements can be decomposed into others. 

A reference framework can further contain information about the reference roles that might be involved in 
a safety/security-critical system’s lifecycle (e.g., designer), about the reference techniques that might be 
used to execute reference activities and create reference artefacts (e.g., formal methods), and about 1the 
applicability of the above elements (e.g., a given reference technique can be recommended for a given SIL 
in EN 50128). A reference artefact can also have reference artefact attributes (e.g., test outcome; passed or 
failed) and be linked to other reference artefacts by means of reference artefact relationships (e.g., Design 
Description satisfies Software Requirements Data). 

2) Specify equivalence maps between the reference assurance frameworks 

Once reference assurance frameworks are created, equivalence maps can then be specified between their 
reference assurable elements in order to determine how similar the frameworks are. Each equivalence map 
will have a source and a target reference assurable element, and can have a textual justification, and post-
conditions. The post-conditions correspond to additional reference assurance elements that must be taken 
into account when an artefact is reused. 
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When creating equivalence maps for safety certification artefact reuse (i.e., between reference artefacts), 
and as explained above, it is essential to analyse the intent of the reference artefact to decide upon the 
extent to which two reference artefacts are similar. Arguing about the equivalence between reference 
artefacts requires discussion of the similarity of the associated reference requirements and reference 
activities.  

The equivalence mapping process might not result in 1:1 maps between e.g. single reference artefacts. A 
set of source reference artefacts might map as a whole to a single target reference artefact. It can also be 
necessary to map different types of reference assurance elements. For example, there may be cases where 
no mapping can be asserted between a reference requirement of the target reference assurance 
framework and any of the reference requirements of the source, but that the former reference 
requirement could be mapped to some reference artefact in the source. For the two cases described in this 
paragraph, the specification of a map justification is especially important to document why the 
corresponding maps have been specified. 

Another aspect to take into account is map consistency. For example, if the reference requirements of a 
reference artefact only partially map to the reference requirements of another reference artefact, from a 
different reference assurance framework, then the map between the reference artefacts must be “partial”.  

3) Determine the Baseline for the source assurance project 

The specific compliance needs of the source assurance project must be specified. To this end, the 
applicable elements of a reference assurance framework must be selected. It is also possible to refine the 
elements to project-specific needs or to specify information that it is not in the reference assurance 
framework. For example, DO-178C [22] does not explicitly define roles for assurance projects, but such 
roles might have to be declared for a specific project. When refining a reference assurance framework into 
a Baseline, the suitability of the changes introduced for the corresponding assurance project, in relation to 
how the Baseline corresponds to the reference assurance framework, might needed to be justified. This is 
achieved by specifying equivalence maps between the baseline and the reference assurance framework. 

4) Collect the assurance assets of the source assurance project 

The information of the assurance assets of the source assurance project must be collected in order to 
demonstrate how the system safety or security has been assured. For reuse purposes, the main assurance 
assets to collect are the artefacts created during the system lifecycle. Other assurance assets include the 
information about the activities executed, the participants in the assurance project, the techniques used, 
and the argumentation claims.  

5) Specify compliance maps between the assurance assets of the source assurance project and its 
baseline 

Compliance maps must be specified for the source assurance project in order to indicate how the project 
meets its compliance needs. The assurance assets of the project are mapped (full or partial map, or no 
map) to its Baseline, and a justification for the map might be specified. 

6) Determine the baseline for the target assurance project 

This activity is the same as for activity (3) but for the target assurance project instead of the source one. 

7) Reuse assurance assets from the source assurance project to the target one 

Finally, assurance assets from the source assurance project are reused in the target one, for the Baseline 
specified in activity (6). The reuse can result in additional compliance needs for the target assurance project 
according to the post-conditions of the equivalence maps. These needs will be included in the Baseline of 
the target project. 



              

         AMASS Methodological guide for cross/intra-domain reuse (b) D6.8 V1.0 

 

 
H2020-JTI-ECSEL-2015 # 692474 Page 43 of 107 

 

Reuse of assurance assets results in the generation of compliance maps for the target assurance project. 
This is based on the chain of maps consisting of the compliance maps for the source assurance project and 
of the equivalence map between reference assurance frameworks, including possible maps between a 
Baseline and a parent reference assurance framework. If there is some partial map in the chain, then the 
resulting compliance map for the target assurance project will also be partial. It might also be necessary to 
address some post-conditions, and it is also essential to analyse the map justifications in order to 
determine what compliance needs must still be addressed in the target assurance project. When all the 
maps are full, instead, then the derived compliance map is supposed to be full too. If there is any ‘no map’, 
then the reuse is not advisable. This means in practical terms that no reuse is possible, unless at the 
expense of significant reverse engineering activities, almost as if it was a new project. 

For assurance asset reuse between projects, mapping the reference requirements can suffice because the 
reuse consequences can be determined from the correspondence between reference requirements. These 
consequences can correspond to the need of assuring further reference requirements in the target 
assurance project. 

3.2.2.2 Usage of Tools 

To create Equivalence Maps, a tailored functionality has been developed in the OpenCert tool. To open it, a 
button called “Mapping Set” is available on the Properties form of the Reference Framework using the tree 
view editor (see Figure 28). 
 

 

Figure 28. How to create Equivalence Maps 

 
Figure 29 shows the form for Equivalence Map creation. The Equivalence Map form is organized in three 
zones: 

• The left zone shows the actual reference framework (“From”) and loads the type of elements for 
which the user wants to make the equivalence maps.  

• The middle zone allows to make different filters such as: 
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o Filter Mapping Model, that lists all the mapping models stored in the database. It will be 
necessary to select one of them and one group model.  

o Filter Map Element. It is possible to create equivalence maps for activities, artefacts, 
requirements, roles and techniques. 

o Filter Equivalence Map. This filter allows making different equivalence maps for the same 
refframework element. 

The user must also introduce the mapping information in the middle part; this information consists 
in the ID, the name, the type and a justification text. 

• The right zone shows two lists and a combo box.  

o The combo box shows all the database refframeworks and allows to select the Reference 
Framework that will be the targeted standard of the equivalence map (“To”). 

o The upper list loads the elements, according to the filter selected, of the refframework 
chosen in the combo box that will be the targeted standard of the equivalence map. 

o The lower list displays the full content (not filtered) of the “From” refframework that will 
be post conditions in case of reusing. The post conditions are mandatory extra activities, 
not included in the standard that must be performed in case of reusing an asset element 
from another assurance project compliant with a different standard. 

 

 

Figure 29. Equivalence Map form 

Figure 30 shows how to open the Reuse Assistant for cross-standard reuse. It’s only possible the evidence 
reuse using this feature. 
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Figure 30. Cross Standard button 

 
Figure 31 shows the Cross Standard assistant form. It is organized in three zones: 

• The left zone shows information about the target project. In the top part, the URL of the target 
assurance project, below a tree with the target baseline contents, below the compliance map 
information of the target baseline element selected and the contents of the target evidence model 
in another tree.  

• The middle zone displays equivalence map information. It includes controls to select the 
equivalence mapping model and the equivalence map group and, to display the equivalence map 
details of the target baseline element selected and its post conditions in a list (to see the ID, Name 
and Description one post condition must be selected). 

• The right zone presents information about the source project. In the top part, the URL of the source 
assurance project, below a tree with the source baseline contents, below the compliance map 
information of the source baseline element selected and the contents of the source evidence 
model. 

 



              

         AMASS Methodological guide for cross/intra-domain reuse (b) D6.8 V1.0 

 

 
H2020-JTI-ECSEL-2015 # 692474 Page 46 of 107 

 

 

Figure 31. Cross standard window 

 
The user must follow the following steps: 

• Choose the source project of the reuse using the “Search” button (on the top right corner), so that 
the source baseline and evidence model tree will be loaded.  

• Select the equivalence model and the equivalence group. An equivalence group serves to define 
specific map sets such as for example the equivalence maps of ISO 26262 [20] to Automotive Spice 
[48]. Another group can be the equivalence maps of ISO 26262 to IEC 61508 [62]. 

• Select the target base element that will receive the evidences to be reused, so that its compliance 
and equivalence map information will be loaded (highlighting in green its target elements in the 
trees).  

• Finally, select the target Artefact and press the “Reuse” button to start the copy of the checked 
source Artefacts to the target selected Artefact (only one can be selected).  

The source repository configuration information inside the Artefact Model Object, the Resource objects of 
the checked source Artefacts and the repository files related to these resources will be copied to the target 
evidence model. Additionally, the post conditions will be selected in the target Baseline model. 

3.3 Management of Families/Lines  

3.3.1 Process-related reuse via management of process lines  

The predefined and standardized industrial processes tend to be reused, modified and extended to 
individual projects in a similar manner to the product lines. In this regard, the integration between process 
engineering and variability management activities is required. The conceptual design for management of 
families/lines is presented in deliverable D6.3 [12].  

EPF-C offers a powerful solution to engineer processes. It stores all method library contents in a repository 
of XML Metadata Interchange (XMI). Specifically, the library contents are persisted in their own folders and 
XMI files. However, the XMI files produced by the EPF-C cannot be directly opened. The problems 
preventing the opening of EPF-C models needed to be resolved for mapping the elements of a target 
configuration and variability abstractions in BVR. 

 



              

         AMASS Methodological guide for cross/intra-domain reuse (b) D6.8 V1.0 

 

 
H2020-JTI-ECSEL-2015 # 692474 Page 47 of 107 

 

To perform the first two steps in Figure 34, a dialogue wizard has been implemented, as shown in Figure 
32. The recent/default path choice is automatically filled in the path text box, otherwise the path 
containing a specific method library might be browsed. The dialogue wizard performs two tasks: (i) copies 
the contents of the method library into the target directory; and (ii) resolves problems with the XMI files. 
The error free models are made available in the project folder. All the model files can be opened, for 
example, method configurations, method plugins, method content descriptions and processes. 
 

 

Figure 32.  The achievement of error free models in EPF-C 

 
BVR-T offers a powerful solution to manage variability. The generation of target configurations with BVR-T 
is performed with three editors: VSpec, Resolution, and Realization. Variability modelling is performed in 
VSpec that extends Feature-Oriented Domain Analysis (FODA), usually called Feature Models, by including 
additional concepts such as variables, references and multiplicities. The VSpec model represents the tree 
structure having logical constraints to be considered during the resolution, as shown in Figure 33.  

The mandatory features in VSpec are connected to the parent feature via solid lines, whereas the dashed 
lines represent optionality. The whole tree cannot be visualized due to space limitations; therefore, the 
minimize option (+) is used for hiding the features. The tasks associated with software integration test plan 
development, and software units and software component integration and testing are marked as optional. 
The multiplicity xor(1..1) is assigned to the criticality; therefore exactly one out of A, B, C and D must be 
selected for the software product. As the choices are associated with multiple criticality levels, the 
constraints have been applied; valid tailoring is guaranteed if the constraints are properly specified. For 
instance, the constraint (A or B) implies (not Software_integration_test_plan) indicates that the 
Software_integration_test_plan must be excluded for processes with criticality A or B. Likewise, the 
constraint C implies (Software_integration_test_plan and ((not SUITP_K9) and (not SUITP_K10))) enforces 
inclusion of Software_integration_test_plan, but also exclusion of SUITP K.9 and K10 for criticality C. 

The Resolution editor permits variability engineers to perform the resolution and obtain resolved models. 
The resolution models are automatically generated from the VSpec model. However, to perform the 
resolution, engineers must specify the desired inclusion/exclusion choices for the specific 
configuration/resolution, as illustrated in Figure 34. The validation process is executed to conform whether 
the resolution corresponds to the VSpec model. It is possible to define multiple resolutions for the 
processes with variabilities.  
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Figure 33. VSpec model 

 

 

Figure 34. Resolution model 

Realization is based on the placements and replacements within the fragment substitutions. Specifically, 
the derivation process involves the substitutions in which elements of a placement fragment are removed 
and elements of a replacement are injected. To create the placements and replacements, the elements 
from the models are dragged and dropped on the Realization editor, as shown in Figure 35, for which the 
method library, plugins, configurations, content descriptions and/or processes should be considered. 
 

 

Figure 35. Realization editor 

In order to derive the configuration, the execute option for the particular resolution is selected. This 
generates the target model, which is exported back to the EPF-C. If EPF-C is running, the dialogue window 
pops up to inform that ”The files have been changed on the file system. Do you want to load the changes?''. 
The selection of the “yes” option further supports the users in saving the copy of the previous model. 
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Pressing the “finish” button loads the derived process model in EPF-C. It shall be noted that the changes for 
resolving problems in XMI files and supporting the communication with the Realization editor had been 
reverted back in exported models. 

3.3.1.1 Cross-concern variability management: an automotive SiSoPLE with EPF-C and BVR (*) 

The management methodology for cross-concern variability is based on Security-informed Safety-oriented 
Process Line Engineering SiSoPLE [46], which can be used for intra and cross domain processes. It is part of 
an extensive process framework shown in Figure 13. The following provides a description concerning an 
intra domain and cross concern methodology. SiSoPLE is used to define an integrated process related to 
functional safety and cybersecurity. The intention of this approach (already described in D6.3 [12]) is to 
reuse elaborated process elements as much as possible. 

Methodological variability management is a way to reuse such generically defined processes. It allows to 
instantiate activities according to defined parameters. The following specific process parameters are used: 
ASIL (Automotive Safety Integrity Level) for safety, SecRL (Security Risk Level) for security and RecL 
(Recommendation Level). The most benefit of process reuse provided by variability management is gained 
when process designers must deal with a lot of variable activities. In the AMASS Platform, tool support for 
process modelling is provided by EPF-C and variability management is covered by the BVR tool, which is 
used in different scenarios: 

• Application of the methodology in the process definition phase. At this time, the value of the 
variability parameters is not known. For that reason, the process must be defined generically to 
enable later variations. 

• Scenarios where process designers must deal with a lot of different project specific processes, 
which are based on identical standards. In this case, as many process elements as possible should 
be reused. 

The process model based on underlying standards and company specific regulations is created in EPF-C. 
The expected input to the variability management tool is an EPF-C model and all relevant process 
parameters, which should be taken into consideration. BVR can define and evaluate any of these 
parameters. The output is an EPF-C model adjusted according to the selected input parameters. 

The framework also deals with co-engineering, which is part of the process development activities, to 
define cross concern processes. BVR supports process developers to manage the variability of the 
integrated process. In our case the integrated process deals with functional safety and cybersecurity, two 
topics, which are executed in parallel, with high interaction. The process variability, more specific the 
parameter dependence of both topics, adds complexity, which needs a structured methodology to 
overcome. Co-engineering is a possible methodology to deal with highly interactive and variable activities 
like functional safety and cybersecurity.  

A description concerning this part can be found in the deliverables D4.3 [8] and D4.8 [9]. The following 
paragraph describes a possibility to manage process variability. 

From our point of view, process variability means that a process will be changed based on variability 
parameters like ASIL, SecRL and RecL. The created EPF-C model is directly related to the underlying 
standards and additional company specific regulations and activities. The mechanism to adapt activities and 
methods according to different parameters allows users to reuse processes within the range of these 
parameters. Based on the EPF-C model, which contains all available activities, a VSpec diagram, which 
covers variability concerns, must be defined in the BVR tool. This VSpec diagram contains only varying 
activities, which are related to the defined parameters ASIL, SecRL and RecL (see Figure 36). The BVR tool 
supports the creation of VSpec diagrams that are used by process developers to define which activities will 
vary and provides three supported variability types for modelling. In the available implementation, users 
must build the tree with variable activities manually. This means activities, parameters and methods from 
the EPF-C model are created manually in the VSpec diagram. 
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Figure 36. Vspec with different types of variability  

Users can select between three different types of variability: 

• None (0..*), none or any number of activities can be selected. This is used for optional activities. 

• XOR (1..1), alternatives, one activity has to be selected exclusively. One activity is used instead of 
another. 

• OR (1..*), one or more activities can be selected. At least one must be selected but as many as 
needed are possible. 

The VSpec diagram also provides the possibility to use constraints, which are available to define which 
activities or methods must be performed under defined conditions. Constraints can be connected to 
activities to have a clear structure. 

The constraints are based on Basic Constraint Language (BCL) grammar. The constraints must be defined in 
a way that the combination of the used parameters leads to the wanted and valid result. The selected 
values are checked with the constraints. The result of the evaluation of the constraints, done in the 
Resolution diagram, is "true" or "false". The result “true” means that the Resolution diagram is in 
accordance with its constraints. The values, which can be entered to an activity in the Resolution diagram, 
are as well “true” and “false”. In the current implementation, the value "true" means that the activity will 
be replaced. The value must be "false" if the activity should be kept in the process. 

 
Figure 37. Recommendation table from ISO 26262-4:2011 

The following example shows how a constraint mechanism works in the BVR tool. The following parameters 
must be defined before they can be used in the BCL: 

• Parameter ASIL: “C” indicates ASIL C 

• Parameter RecL: “P” indicates the recommendation level plus (+) and “PP” indicates plus-plus (++). 

Figure 37 shows an example for a recommendation taken from the ISO 26262-4 for Safety Analysis at 
System Level. For ASIL C, the safety process states that FTA is highly recommended, which is modelled by 
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ASIL=“C” and RecL=“PP”. This means the standard demands FTA and it is prohibited to replace it. This 
prohibition means that the constraint must be "false", and the according expression is "(C and PP)) implies 
(not FTA)". 

On the other hand, users can model a different ASIL B process, which deals only with "highly 
recommended" methods (ASIL = “B” and RecL = “PP”). The selection of the variant is done in the resolution 
diagram with help of the defined parameters shown in Figure 36. For the case “ASIL = B”, ISO 26262 does 
not recommend FTA highly. It is only "recommended", which means that it is not necessary to execute this 
method. In this case, the constraint must be true to replace FTA. The according expression is: “(B and PP) 
implies FTA”. To prevent a conflict with an ASIL B process, which includes “PP” and “P" activities, an 
additional term must be added. The complete expression is “(((B and PP) and (not P)) implies FTA”. 

 

Figure 38. Constraints in the “Resolution diagram” 

 
The example shows that it is difficult and time consuming to define all constraints manually because it 
happens easily that not all possible cases are noticed. A way, which is simpler and easy to automatize, is to 
add all possible combinations to the constraints. This may lead to a larger amount of terms but on the 
other hand you have a direct equivalence between recommendation table and derived constraints. A 
reduction may minimize the amount of expressions, but readers cannot retrace the link between 
recommendation table and constraints, which is demanded to follow the approach. 

The Resolution diagram in the BVR tool supports the evaluation of the constraints. The diagram is 
generated automatically based on the VSpec diagram. Each choice, in our case a method (e.g. FTA) or an 
activity (e.g. System_design_walkthrough) in the tree has a changeable user defined Boolean value. These 
values are evaluated by the BVR tool. With help of the BVR function "validate", the tool checks all choices 
with the constraints. The result is "true" or "false". The result "true" means that the Resolution diagram is 
in accordance with its constraints and the process is correct. In this case the next step is the replacement of 
activities in the Realization diagram. The VSpec and the Resolution diagram define which activities are 
variable and which must be replaced. This replacement is done in the Realization diagram. 

The Realization diagram is used to define "Placements" and "Replacements". A detailed description can be 
found in [37]. A placement defines the set of elements, which is to be replaced. The replacement is the new 
set, which is put to the placements position. 

The initial step to create the Realization diagram is to import the associated EPF-C model, in the next step 
"Placements" and "Replacements" are defined. In our example, the replacement is always "null" because 
the intention is to remove elements from the process. The BVR-tool also supports exchange of activities. In 
this case the replacement is a different activity. 

The next step is to connect placement and replacement with the Resolution diagram. This is done with the 
"FragmentSubstitution" in the Realization diagram. In the example, the placement "FTA" and the 
replacement "Null" are connected to the choice "FTA" in the Resolution diagram and the VSpec diagram. 
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Consequently, the placement in the VSpec diagram is replaced with "null" if the Boolean value of the 
element defined in the "FragmentSubstitution", in our case “FTA”, is "true". 

The last step is the export of the changed process model. This means that the "execution" function of the 
Resolution diagram is used to export the final process model back to an EPF-C processable XMI format. 
Figure 39 shows a comparison between the EPF-C base process model (left side) and the changed BVR 
export process model (right side). After the export, the changed model is available in EPF-C and ready for 
execution by other tools like WEFACT [63]. 

 

Figure 39. EPF-C model before (left) and after replacement of FTA (right) 

Before the EPF-C model can be executed, it must be exported from EPF-C to an XML file and subsequently 
imported to WEFACT. In the next step requirements, input- and output files are linked to the process. 
Before the execution is performed, the workflow tools must be defined and associated with the process. 
These tools use the available input files and produce output files according to the process specification. The 
appearance of a new output file indicates that the process was executed successfully. The status of the 
activity in WEFACT changes to "successfully". WEFACT supports process execution activities, makes sure 
that requirements are fulfilled, related processes are executed properly, and all work products are 
available. The generated work product files are used as evidence in the assurance case. 

A more detailed description concerning the process execution in WEFACT is available in the deliverable 
D4.3 [8]. 

 

Figure 40. Process related to verification in WEFACT (screenshot)  
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3.3.2 Product-related reuse via management of product lines (*) 

The reuse-based development paradigms, such as component-based development and software product 
lines, have attracted considerable attention because of their potential benefits for reducing the 
development time, as well as the development and maintenance costs. In this context, the product related 
reuse strives for building a component once and re-use it in different applications or products. In the 
AMASS platform, the system components are modelled in CHESS [26]. A CHESS project (i.e. the folder 
where the model and other artefacts are stored) and a model can be created by using the CHESS dedicated 
Eclipse wizard (“File → New → Other → CHESS…”). The interested reader is referred to Section 7 of AMASS 
Platform User Manual [2] for further details about system component specification in CHESS Tool. The 
CHESSML [44] is implemented as UML, SysML and MARTE profile. But CHESSML does not offer any support 
for managing variability. The integration between component-based development and variability 
management activities is therefore required for configuring product families. Accordingly, the integration 
between CHESS and BVR-T has been achieved for supporting the variability management at component 
level.  

The feature diagram associated to the component model is modelled in the VSpec editor (see Figure 42), 
the component configuration is performed in the Resolution editor (see Figure 43), and the placements and 
replacements are specified in the Realization editor (see Figure 44). The realization fragments have been 
specified for the .uml model. Fragment substitution removes elements within the placement and 
substitutes them with the elements in replacement. Therefore, the links between VSpec features and 
fragment substitutions need to be established. The inclusion/exclusion of particular choices for the 
configuration/resolution is therefore considered. For making specification intuitive and visual, the 
placements and replacements are highlighted in red and blue colours, respectively. In order to derive the 
configuration, the execute option in particular Resolution (editor) is selected. This generates the desired 
models that are automatically exported back to the CHESS project. The CHESS model is stored in .di, 
.notation and .uml files. In case of deletion from the .uml file, a command for removing orphan views from 
a given diagram is executed. For the replaced elements in .uml file, first the orphan views command is 
launched, and then dropping of replaced elements in the diagram(s) is performed. 

3.3.2.1 Cross-domain variability management: an automotive/avionics product line (*) 

This section provides the methodological guide for cross-domain product line. It is engineered from two 
different domain-specific products (an automotive unit and an avionics unit). The automotive unit by 
Infineon and the avionics unit by Lange are taken into consideration. CHESSML and BVR are used to model 
the cross-domain product line and to show how a CHESSML-compliant component model representing the 
architecture of one unit can be configured to obtain the CHESSML-compliant component model 
representing the architecture of the other unit. 

The Lange aviation Central Computing (CCU) unit is depicted in Figure 41. Infineon automotive Electronic 
Control Unit (ECU) depicted in Figure 45. They share the same HW architecture. 
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Figure 41. Lange Aviation Central Computing Unit Model 

The pure automotive components, such as LIN Transceiver cannot be re-used for aviation. The identified 
reusable components from automotive to aviation domain are: AURIX MCU, Safety Power Supply, 
automotive CAN Transceiver (several CAN are used, AURIX provides up to 6 CAN) and automotive Ethernet 
Transceiver. Besides the common components, the additional aviation-only components are required. For 
example, PCB Heating (required for -55°C environment qualification) is reuse enabler, without PCB Heating 
reuse of specified components is not possible. The connectors of ECU shall also be replaced with the 
aviation grade SUB-D connectors in CCU. The interested reader is referred to Sections 5.3.3.2.1 and 
5.3.3.2.2 of D6.3 [12] for details about the components used in CCU and ECU. 

In a similar manner to the process lines, the generation of target configurations is performed with VSpec, 
Resolution and Realization editors, as shown in Figure 42, Figure 43 and Figure 44, respectively.   

 

Figure 42. VSpec representing the cross-domain product line  
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Figure 43. Variability Resolution for Automotive 

 

Figure 44. Cross-domain Realization 

The execution of Automotive resolution generates the desired model, as shown in  Figure 43. The re-
configured model and diagram are updated in the CHESS editor. 
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Figure 45. Infineon Automotive Electronic Computing Unit Model 

3.3.3 Assurance case-related reuse via management of assurance case lines (*) 

To support the variability management at assurance case level, the integration between OpenCert and 
BVR-T has been achieved. The generation of target models is performed with three editors: VSpec, 
Resolution, and Realization. In the assurance case lines, the commonality indicates the assurance case 
elements that do not vary and that characterize the family of assurance cases, while the variability indicates 
the assurance case elements that vary and that characterize the individuals within a family of assurance 
cases. Two kinds of variability might be identified within a set of assurance cases: (i) whenever there is 
more than one argumentation style to support the claims of a particular product-line instance (intrinsic); 
and (ii) whenever reusable assets referenced in the assurance case are bound to concrete assets within 
product-line models, such as the feature and reference architectural models vary (extrinsic). Figure 46 
shows a fragment modelled by using the assurance case editor of OpenCert.  

To create the argumentation model and diagram in a project, the dedicated wizard (“File → New → Other 
→ OpenCert → Arg Diagram to File”) is used. The separate creation of arg model and arg diagram is also 
supported. To initialize the arg_diagram from an arg model, the user needs to right-click at an arg model 
and select the “initialize arg_diagram diagram file” command. Then, the diagram elements can be dragged 
from the “Outline View” of Eclipse and dropped into the diagram editor. The “Arrange All” command can 
be executed. The interested reader is referred to Section 9 of user manual [2] for further details. Figure 47 
illustrates the argumentation for FLEDS (Fuel Level Estimation and Display System) in OpenCert. 
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Figure 46. Argumentation for FLEDS in OpenCert  

The VSpec model is shown in Figure 47. It presents the tree structure with logical constraints to be checked 
during the resolution. G5 and G6 represent alternative argumentation fragments. For instance, the 
constraint “Truck implies G5” indicates that the choice G5 must be included in the resolution for Truck. 
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Figure 47. VSpec model 

The Resolution models, shown in Figure 48, represents the two possible argumentation configurations (one 
in case of Truck and the other in case of a vehicle type different from Truck (Other)). 
 

 

Figure 48. Resolution models  



              

         AMASS Methodological guide for cross/intra-domain reuse (b) D6.8 V1.0 

 

 
H2020-JTI-ECSEL-2015 # 692474 Page 59 of 107 

 

The argumentation is stored in .arg and .arg_diagram files. The realization fragments have been specified 
for the .arg model. Figure 49 represents the Realization model. In this realization, the other configuration of 
the argumentation is realised. Based on the choices set within the resolution model, substitutions are 
specified and executed. Based on the specified substitutions, left part of Figure 49, some elements of a 
placement fragment are removed, and some elements of a replacement are injected. 
 

 

Figure 49. Realization model 

The execution of resolution generates the assurance case model. The re-configured model and diagram are 
updated in the assurance case editor of the OpenCert tool. The new configuration, where G6 is present 
instead of G5, is shown in Figure 50. 
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Figure 50. Re-configured argumentation fragment  

3.4 Automatic Generation of Arguments 

This section provides the methodological guide for the automatic generation of process and product-based 
arguments within the AMASS Platform. 

A safety case is a contextualized structured argument composed of process and product-based arguments 
to show that a system is acceptably safe. In order to reduce time and cost for the creation of safety 
arguments, support for automatic generation of safety arguments has been implemented [13]. The 
generated arguments are compliant to the CACM/SACM [30] metamodel and are rendered via a concrete 
syntax, e.g. GSN (Goal Structuring Notation).  

3.4.1 Automatic generation of process-based argumentation representing plans 
(*) 

3.4.1.1 Modelling of standards requirements and safety processes (*) 

As shown in Figure 15, the first step involves modelling of standard’s requirements and safety process in 
EPF-C according to the best practices as well as according to the standard(s) such as ECSS-E-ST-40C [27]. In 
this section, AOCS, will be described to illustrate how this functionality works to detect omission of key 
evidence fallacy and generates the process-based argumentation. AOCS software development process 
follows a set of recommendations from the ECSS-E-ST-40C. The ECSS-E-ST-40C standard explicitly describes 
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the requirements and recommendations related to planning process such as activities, tasks and expected 
outputs. However, requirements related to the staffing plan (i.e., key competencies or skills required for 
specific roles) and tool qualifications are not provided. Key competencies required for an architect/designer 
role are adapted from railway standard EN 50128 [21]. The key competencies for other roles are adapted 
from industrial requirements, specifically for AOCS.  

Similarly, the requirements related to tool qualifications are adapted. The requirements and process are 
modelled as plugins in EPF-C by following the guidelines mentioned by IBM approach [49]. For this reason, 
IBM recommended to create three separate plugins, in particular, capturing standard requirements, 
modelling process lifecycle (i.e., content elements and process) and mapping standard requirements. 
However, EPF-C does not support the definition of a user-defined type. Therefore, a new Practice named 
“requirement” has been defined in the compliance_modeling plugin, and a new icon has been included in 
the icon section of the “Description” tab (see Figure 51). In the ecss-e-st40c_requirements plugin, the 
guidance type “Practice” has been customized with an icon and variability relationship “Extends” with 
compliance_modeling plugin. Figure 52 shows the requirement modelling of an AOCS Engineer. It is 
assumed that the user reads the standard and identifies the keywords such as system, hazards, and 
software etc. These keywords should be included in both requirements and process elements. In case there 
are more than one requirement that needs to be fulfilled, a semicolon (;) is used to separate them in the 
“Brief description” field. The requirements can also be automatically imported into the EPF-C. The 
instructions for converting an excel file to XML format compatible with EPF-C has been described in AMASS 
D1.5 [1]. 

 

Figure 51. Customization of requirement practice 
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Figure 52. Modelling ECSS-E-ST-40C standard requirements for AOCS 

 
The guidance for the creation of process elements is available in the EPF-C manual [1]. The properties/fields 
in EPF-C used to model the evidences related to process elements are as follows: 

• Skills (Staffing Information) field in EPF-C is used to model the qualifications provided by instances 
of a role who has the responsibilities to perform relevant tasks correctly and efficiently. If a role has 
more than one requirement to fulfil, a semicolon (;) should separate the presented evidences or 
rationales that correspond to different requirements. Figure 53 shows the modelling of key 
competencies of AOCS AIT (Assembly Integration and Test) Engineer.  

• Key considerations (Detail Information) field of Tools is used to specify certifications or rationales 
against required tool qualifications (see Figure 54). As mentioned above, the same keywords should 
be included in both requirements and process elements. 

 

Figure 53. Modelling evidence for AOCS AIT Engineer role in process lifecycle plugin 

In order to define the mapping, standard requirements are copied in the mapping_requirements plugin. 
These copied requirements have a variability relationship “Contributes” with original requirements. In 
addition, the links between requirements and lifecycle elements have been established through 
“References”, as shown in Figure 55.  
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Figure 54. Modelling evidence for Tool Qualification in process lifecycle plugin 

 

 

Figure 55. Mapping standard requirements 

 

3.4.1.2 Detecting fallacies in process models (*) 

Within the context of fallacy free process-based arguments, safety processes mandated by prescriptive 
standards such as ECSS-E-ST-40C [27] are considered, also the process related structures in UMA 
metamodel (managed by EPF-C) that represent plans have been identified. For instance, a basic process 
structure consists of tasks, and a set of work products, roles, tools and guidance (such as checklists, tool 
mentors, guidelines, and examples).  

In order to prevent or detect fallacies in the process-based argumentations, a fallacy detection plugin has 
been implemented that validates whether the safety process contains the sufficient information 
corresponding to the key evidence for supporting the specific requirement. In particular, the plugin 
prevents the occurrence of fallacy, specifically, “Omission of Key Evidence” in process-based arguments. If 
no or less evidences are provided to support the claim (i.e., at least one of the evidence has been omitted) 
or no valid reasons (rationales) are given for its omission; it means that the process contains the omission 
of key evidence fallacies [50].The fallacy detection plugin is invoked from a right-click menu on those 
elements of type ProcessComponent (Capability Pattern or Delivery Process) since these elements have all 
the information of the modelled process, specifically select the “Fallacy Detection  Detect Omission of 
Key Evidence” option, as shown in Figure 56. After invoking the plugin, a pop-up dialogue appears to ask 
the user where he or she wants to store the results of the validation (see Figure 57). 
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Figure 56. Initiating the fallacy detection plugin 

 

 

Figure 57. Selecting the target directory for storing results 

 
After selecting the target directory, the validation process starts. When the fallacies detection process has 
finished, the window appears (see Figure 58) for allowing user to open the validation report in the form of 
TXT file by clicking the button “Open File”. In case of more than one validation reports, the “Open Folder” 
message appears that allows the user to open the target folder by clicking the “Open Folder” button, as 
shown in Figure 59. The validation results are also printed on the console (see Figure 60).  
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Figure 58. Opening validation result file 

 

 

Figure 59. Opening validation result folder 

 
Figure 60 shows the results including the list of roles and tools containing insufficient information (i.e., 
detected fallacies) and recommendations that are enclosed in the red box, and the elements containing 
sufficient evidences (enclosed in the green box). By looking at results, it is found that skill certifications 
(evidences) against AOCS AIT engineer, AOCS SW (SoftWare) Architect and AOCS SW V&V (Verification and 
Validation) Manager are sufficient, and the presented tool qualifications for the Tools DOORS, Eclipse, and 
SPARC-RTEMS-GCC are sufficient. However, Key evidences associated to AOCS Engineer and Development 
Team Leader Roles, and the Matlab and Simulink Tool Suite Tool are omitted. In addition, no valid 
reasoning (rationale) is given for the omissions. Based on the results, engineers can either modify the 
process models or provide the rationale about omitted information by following the recommendations.  
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Figure 60. Printed results on the console 

 
Once the fallacies are detected, they are eliminated by modifying the process models and re-running the 
validation process yielded no further fallacies. Figure 61 shows the dialogue shown once all the previous 
evidences have been added to the corresponding elements and all the requirements have been fully 
satisfied. Then the fallacy free process-based argumentations will be automatically generated from the 
modified models. 

 

Figure 61. Selecting target directory for storing results 

3.4.1.3 Generating process-based argumentation (*) 

Process-based argumentations are automatically generated from the modified process models by applying 
model-to-model transformation (given in Epsilon [42]), implemented as Argument Generator plugin. The 
generated arguments are visualized via the Assurance editor in the OpenCert tool, as shown in Figure 62. 
The generated arguments are compliant to the CACM/SACM [30] metamodel and are rendered via a 
concrete syntax, e.g. GSN (Goal Structuring Notation).  
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Figure 62. Process-based arguments generation  

Within the context of process-based arguments, safety processes mandated by prescriptive standards such 
as ECSS-E-ST-40C [27] are considered, also the process related structures in UMA metamodel (managed by 
EPF-C) that represent plans have been identified (see Figure 63). It might be noted that the EPF-C [25] is 
based on the UMA metamodel, which is an evolution of the OMG's SPEM 1.1 [28]. The major parts of UMA 
are incorporated in SPEM 2.0 [29]. For the generation of process-based arguments, the Work Breakdown 
Structure of processes is considered. The “ProcessComponent” that contains the information of the process 
is mapped into a “Case”, whereas the planning phases of ECSS-E-ST-40C (e.g., design of software items, 
coding and testing of software items, integration of software) are constituted of the top-level claims (aka 
GSN Goals) stating that the planned process is in compliance with the required standard-level.  

These claims are decomposed into the process activities (e.g., Test Software Unit) for showing that all the 
activities have been planned, in turn, for each activity all the tasks have been planned (e.g., Develop and 
Document Test Procedure) and so on. The crucial process elements that are associated to a task, namely a 
set of roles, a set of work products, and a set of guidance are mapped into the sub-claims. The Purpose field 
of the Delivery Process element in the EPF-C is used to model the concept of Context which will be attached 
to the claim corresponding to a phase. ArgumentReasoning (aka GSN strategy) is created in order to divide 
the claim into sub-claims. The evidences related to these elements are mapped into the 
InformationElementCitation property type “solutions”. The relationship AssertedInference (aka GSN 
SolvedBy) is created to link claim to strategy or claim to claim, i.e., a target which is not a solution. The 
relationship AssertedEvidence (aka GSN SolvedBy) is created to link a claim to a solution. The relationship 
Asserted (aka GSN inContextOf) is created to link a claim to a context, claim to assumption, and claim to 
justification. This mapping is coherent with what was initially conceived in context of the SafeCer project 
and published in [34]. The rules that apply for the transformation are described in AMASS D6.3 [12], also 
published in [50]. 
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Figure 63. EPF-C: ECSS process fragment 

To generate process-based arguments automatically, a plugin has been implemented in AMASS D6.6 [13]. 
The overall workflow for the automatic generation of process-based arguments is presented in Figure 15. In 
this context, the argumentation generation is invoked from a right-click menu of ProcessComponent 
(Capability Pattern or Delivery Process) modelled in EPF-C, in particular, by selecting the “Transformation 
 Generate Process-based Argument” option, as shown in Figure 64. 

 

Figure 64. Initiating the process-based argumentation generator plugin 
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Figure 65. Browse button for CDO Repository 

 
Once the transformation plugin is invoked, the dialogue box is displayed, in order to select the target 
Assurance Project from the CDO Repository using the “Browse” functionality (see Figure 65). Then, select a 
previously created Assurance Project folder to store the results of the transformation and press the “OK” 
button (see Figure 66). To do that it is necessary that the CDO Repository has already configured and the 
Repository Explorer has been opened. To configure the Repository, click “Window  Preferences”. Then, in 
the Preferences window, open the “OpenCert” menu, click on “Model Repository Preferences”, and fill the 
fields. To create an Assurance Project, click on “File   New   Other”, select “New Assurance Project” and 
follow the instructions. 

 

Figure 66. Selecting an Assurance Project 

After selecting the Assurance Project folder, the transformation process starts. Then, a dialogue window 
appears to inform the user that the transformation process has finished successfully and listing the 
locations where the generated files have been stored (see Figure 67). By clicking on the “OK” button, the 
progress information monitor is displayed to inform the user that the diagram is opening, as shown in 
Figure 68. 
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Figure 67. Transformation successfully completed 

 

 

Figure 68. Opening diagram 

 

Figure 69. Locally generated argumentation model and diagram 
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Once the transformation has finished, the generated argumentation diagram is opened into the OpenCert 
Assurance Case Editor (see Figure 69). The target argumentation model and the related diagram are saved 
locally in a new project into the current Workspace under the name “Argumentation”, and can be found in 
the “Package Explorer” tab, highlighted in red in Figure 69.   

The generated argumentation model and diagram are also stored in the corresponding destination 
assurance case in the CDO Repository under the “ARGUMENTATION” folder (see Figure 70). To open the 
Repository Explorer , click “Window  Show View  Other” and under the OpenCert folder click on 
“Repository Explorer”. To visualize the diagram stored in the CDO repository, double click on the 
Argumentation Diagram file (.arg_diagram) to open a diagram in the editing window, select the generated 
elements from the Outline View and drag them into the editing space, see Figure 70. The elements will be 
shown in the editor. 

 

Figure 70. Generated argumentation model and diagram in CDO Repository 

The proposed solution only focuses on the omission of key evidence fallacies in process-based 
argumentation. Although this improves the quality and the correctness of the generated arguments, there 
may exist other types of fallacies. Therefore, the generated arguments will be checked manually for other 
types of fallacies and eventually corrected (if other fallacies are detected). The fallacy detection process 
took a total time around a second to detect omission of key evidence fallacies in AOCS, while generation of 
process-based argumentation process took few minutes which is quite reasonable as compared to 
manually create argument. 

3.4.2 Automatic generation of product-based arguments 

The detailed guidelines for the automatic generation of product-based arguments are presented in the 
AMASS deliverable D3.8 [5]. The focus of this section is on the reuse aspect of the automatic product-based 
arguments generation. The argumentGenerator plugin has been implemented as part of OpenCert to act as 
a bridge between CHESS [26] modelling environment and assurance case modelling environment. Each 
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component in CHESS can be described using assumption/guarantee contracts. The first step in ensuring 
that a component can be reused is ensuring that the contracts have been validated in the current system. 

To facilitate reuse of the knowledge of the components, the CHESS metamodel has been extended to allow 
associating the knowledge of the component to the corresponding contract so that the knowledge of the 
component can be reused if the contract is validated. The argumentGenerator plugin prompts the user to 
select the CHESS model for which an argument should be generated, as well as the target assurance case 
model. The plugin generates a set of product-based argument fragments for each of the components in the 
source model by including knowledge of the component associated to the validated contracts in the 
argument-fragment. An example of a generated argument-fragment is shown in Figure 71. 

 

Figure 71. Example of a generated product-based argument-fragment 

3.5 Transformation of Standard’s Requirement from EPF-C to Baseline 
Model OpenCert (*) 

Standards provide the guidance, in the form of processes to be followed during the development of safety-
critical systems. EPF-C is used for the modelling of standard’s requirements, planning of processes and 
basic compliance via a mapping as described in user manual [2]. For modelling standard requirements in 
the requirements plugin, the guidance type “Practice” has been customized with an icon and variability 
relationship “Extends” with compliance_modelling plugin, as shown in Figure 72. In order to define the 
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mapping, standard requirements are copied in the mapping_requirements plugin. These copied 
requirements have a variability relationship “Contributes” with original requirements, as shown in Figure 
73. In addition, the links between requirements and lifecycle elements have been established through 
“References”, as shown in Figure 74. 
 

 

Figure 72. Modelling requirements 
 

The OpenCert tool allows the users to model baselines as requirements. Instead of creating the Baseline 
model from stretch, a first view of model can be achieved by transforming the standard requirements 
modelled in EPF-C into OpenCert. The requirements transformation takes the requirements modelled in 
EPF-C as “Practice” under the Content Package (see Figure 75) and generates the Baseline model and 
diagram. The main mapping rules for baseline generation are as follows:  

• Content Package of EPF-C related to requirements is mapped into Base Framework. 

• Requirements (modelled as practices) are mapped into Base Activity. 

• Requirements (modelled as sub-practices) are mapped into Base Requirements. 

• Id, name and description of requirements are mapped into Id, name and description. 
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Figure 73. Mapping Requirements 

 

 

Figure 74. Add references to process elements 

 
To generate the Baseline model, the following steps need to be performed: 

1. Invoke the Baseline Generator plugin by clicking on the Content Package, in particular, by selecting 
the “Transformation -> Generate Baseline Model” option, as shown in Figure 75. 
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Figure 75. Transform Requirements into Baseline Model 

2. Select the target Assurance Project from the CDO Repository using the “Browse” functionality (see 
Figure 76). Please note that the CDO Repository should have already been configured and Repository 
Explorer must be opened. For this, click on “Window  Preferences”. Then, in the Preferences 
window, open the “OpenCert” menu, click on “Model Repository Preferences”, and fill the required 
fields. 

 

Figure 76. Browsing the Target Assurance Project in CDO repository 

 
3. The dialogue in Figure 77 appears to inform that the transformation process has successfully 

finished. Press the “OK” button to finish the generation process. 

 

Figure 77. Transformation Completed 

 
4. Figure 78 and Figure 79 shows the generated Baseline model and diagram respectively.  
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Figure 78. Generated Baseline Model 

 

 

Figure 79. Generated Baseline Diagram 

3.6 Compliance Mapping (*) 

The AMASS Platform help “engineers” to assess where they are with respect to their duties to conform to 
safety practices and standards, and still to motivate them to see the effective progress of the work and 
level of compliance.  
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The Compliance Mapping functionality objective is to create maps between the information from the 
standards (i.e. obligations) with the information managed in the context of a given assurance project (i.e. 
accomplishment).  

There are two features related with the compliance mapping management. One related to monitoring the 
compliance status of an assurance project (see Figure 81) and another one to create or modify an 
assurance project’s compliance maps (see Figure 80). 

The user is referred to the user manual [2] to get a deeper knowledge about these specific options 
provided by the AMASS tools, concretely the section 6.4.3 about monitoring the compliance status and the 
section 6.4.2. about editing the compliance maps. 

 

Figure 80. Compliance mapping editor 

 

 

Figure 81. Compliance mapping monitor 
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3.7 Compliance Checking (*) 

This section provides the methodological guide for process compliance checking within AMASS. A process 
engineer deals with the representation of complex processes to be adopted to engineer the organization’s 
systems. In addition, the process engineer must manage the compliance of these processes against 
domain-specific safety standards. Process compliance management is time-consuming and prone-to error, 
since the attention of the process engineer has to focus on checking that all the process-related 
requirements imposed by the standards are fulfilled within the process’s entities. Within AMASS, a solution 
for automatic compliance checking is presented. This solution is based on the combination of EPF-C [25], 
which provides process modelling capabilities and Regorous [51], which provides compliance checking 
capabilities. The automated compliance checking vision is presented in Figure 82. 
  

 

Figure 82. Automated Compliance Checking Vision [52] 

 
The compliance checking vision includes two roles. The first one is the Process engineer, which should 
support the interpretation of the standard’s requirements, model, annotate the process, and analyze the 
compliance report. The second is the FCL expert, which should interpret the standard’s requirements and 
formalize them into Formal Contract Logic (FCL) [53]. 

3.7.1 Mechanisms to annotate software process models 

This section focuses on the mechanisms required to annotate software process models in EPF-C (the area 
surrounded by the dotted line in Figure 82). For this, three plugins are created. 

1. Plugin for capturing standard’s requirements: In the method authoring of EPF-C, the standard’s 

requirements are captured using custom categories. The root of the custom categories is the name of 
the standard. Then, the rule set is added using a customized reusable asset, the compliance effects 
using customized concepts, and the compliance effects are associated to the standard’s requirements. 
As an example, the modelling of the standards requirements extracted from ISO 26262 part 6 (described 
in Figure 83) is presented below. 

 
Figure 83. Requirements for ISO 26262 part 6 clause 8 
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The standards requirements required to be formalized before they are modelled in EPF composer. 
Figure 84 presents the requirements in the formal format required by Regorous, namely FCL. The 
formalization process used in this example is in detail explained in [54]. 

 

Figure 84. FCL rule set for ISO 26262 requirements [54] 

In this plugin, the user first defines the compliance effects as well as the rule set in the guidance part of 
the Method content of the plugin, as presented in Figure 87, box red. For modeling compliance effects, 
which can be extracted from the formulas of the rules (precedent and consequent of the rules), 
customized concepts are used. For the rule set, a reusable asset is used. The customization mechanism 
is presented in Figure 85.  

 

Figure 85. EPF-C customization 

The rule set (create with a reusable asset) contains the information related to the superiority relations 
(see Figure 86). 

 

Figure 86. Rule set definition 

Once the compliance effects and the rule set are defined, they have to be connected with the rules and 
the requirements. Thus, in the custom category area (see the information surrounded by a green box in 
Figure 87) a category root is defined. It is named standard_requirements_iso_26262_software_unit and 
associated to the requirements presented in Figure 83, with a short but descriptive name, in a nested 
list of custom categories. Then, rules that are associated to the requirement are created. For example, 
R3 is a requirement that can be tailored. Therefore, R3 has two associated rules r3.1 and r3.2. Then, 
rules are associated to the corresponding compliance effects. The customized list of standard’s 
requirements, the rules and compliance annotations are depicted in Figure 87. 
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Figure 87. Standard’s requirements plugin 

The rule is written in the main description field of the compliance effect, e.g., see r3.1 in Figure 88 (the 
symbol => is represented by “&gt” in the rule definition). 

 

Figure 88. Specification of a rule 
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2.  Plugin for capturing process elements: In this example, the definition of the process elements is based 
on our interpretation of the requirements provided in Figure 83. From R1, it is deduced that there is one 
task called Start Software Unit Design Process in which the requirements for the process are collected, 
namely, the Software Architectural Design and the Software Safety requirements, which are work 
products resulting from previous phases. From R2 it is deduced the existence of the task Specify 
Software Unit and from R3, it can be deduced that there is a task called Design Software Unit which 
output is the Software Unit Design. The information related to this plugin is presented in Figure 89. 

 
Figure 89. Process elements plugin 

3.  Plugin for annotating process description: a plugin is created, in which the tasks defined in the process 
elements plugin are copied (see the tasks surrounded by the red box in Figure 90). These tasks are 
extended with the variability type contributes in the description of the task (see Figure 91).  

  
Figure 90. Plugin for the annotated process 

 

  

Figure 91. Mechanism for extending a task 
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Then, the tasks are annotated by deducing the compliance effects that they produce. For example, the task 
Start Software Unit Design Process, produces the compliance effect addressSoftwareUnitDesignProcess, 
since with this task the process is addressed. Also, this task has two inputs, i.e., the software safety 
requirements and the architectural design. Thus, this task is also producing the compliance effects 
performProvideAssociatedSwSafetyRequirements and performProvideSwArchitecturalDesign. The 
annotation can be seen in the section called Concepts (see Figure 92). 
 

 

Figure 92. Task annotation 

Then, the delivery process is created (see Figure 90, the area surrounded by the green box). In the 
breakdown structure of the delivery process, the tasks that are required by the process are created (see 
Figure 93). 
 

 

Figure 93. Breakdown structure of the delivery process 

 
Once the breakdown structure is defined, the activity diagram is created by selecting the option “Open 
Activity Diagram” from the contextual menu that appears after right-clicking on the root of the process (see 
Figure 94). 

  

Figure 94. Option for create the activity diagram 

 
The activity diagram would look similar to the one created in Figure 95. 
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Figure 95. Option for create the activity diagram 

Once created, t the plugins are exported with the menu option “File → Export → XML → Export one or 
more method plugins” and select the three plugins modelled. 

3.7.2 Guidelines for formalizing standard’s requirements (*) 

Two main activities are required for the formalization of standard requirements, as presented in Figure 96. 

 

Figure 96. Methodological Guidelines 

3.7.2.1 Pre-processing 

The pre-processing is the suggested initial stage, which provides essential inputs for the formalization of 
standard’s requirements. As the Figure 96 part a depicts, two tasks are required during this activity, i.e., the 
identification of the normative parts and the generation of safety compliance patterns. As an example, the 
preprocessing done with ISO 26262 [20] is presented. 

1) Identify essential normative parts 

In this activity, the criteria for selecting the normative parts of ISO 26262 is presented. ISO 26262 has the 
following structure. It is composed by ten parts from which nine contain normative requirements. The 
normative parts are structured in a similar way, containing, a foreword, introduction, bibliography, annexes, 
and clauses. Clause 1 recalls the general scope of the standard and situates the particular part in this scope. 
Clause 2 recalls the normative references indispensable for the adoption of the specific part. Clause 3 
recalls the reference for terms, definitions, and abbreviated terms. Clause 4 is of particular importance 
since it describes two compliance conditions required along all the standard. One of the conditions is 
related to the tailoring of the safety activities, which is valid if “a rationale is available that the non-
compliance is acceptable, and the rationale has been assessed”. The second condition is related to the 
interpretation of tables as is recalled in Figure 97. 

 
Figure 97. Interpretation of Tables within ISO 26262:2011 (Clause 4.2) 

 
Some of the remaining clauses represent phases of the safety process, which also describe activities and 
tasks. Each clause states its objectives, which describes the generic goals of the clause, general information, 
which gives an overall explanation of the clause, inputs of the clause, i.e., prerequisite and supporting 
information, requirements and recommendations, which describe the specific conditions that the process 
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should fulfil, and finally the work products, which are the final elements that are to be generated. Notes 
and examples are expected to help the applicant in interpreting the requirements. The focus is on a subset 
of requirements from ISO 26262 part 3 presented in Figure 98. 
 

 

Figure 98. ISO 26262: 2011 part 3 

Taking into account the structure of ISO 26262, the formalization process of each part starts from clause 5, 
which contains specific normative requirements. Within each clause, the information under the titles 
objectives and general, as well as the notes and the examples embedded in the text, do not prescribe the 
process to be adopted. Therefore, this information is not formalized but it can be used to provide context 
and explanation for the application of the requirements. Instead, the information under the titles 
prerequisites and work products should be taken into consideration whenever a process is expected to be 
represented via a model embracing input/output elements. Also, requirements and recommendation 
contain the essential norms for constraining the breakdown and execution of the work as well as for 
guiding on how it should be planned and executed. The title of the clause may suggest the initiation of a 
phase in the life-cycle. Therefore, it should be also taken into account in the formalization process. 

2) Describe safety compliance patterns 

Some parts of ISO 26262 are described in a specific way, i.e., they are contained in specific structures that 
repeat in the whole text. These structures are considered to conform to safety compliance patterns that 
can be used as possible mechanisms to facilitate the formalization process within ISO 26262. The patterns 
are listed and described below. 

• Initiation of a phase: The title of a clause may suggest the initiation of a phase within the safety 
process. Initiation of a phase is formalized as a constitutive rule. However, prerequisites may be 
needed. In this case, the prerequisite, which can be work products or previous clauses, must be in 
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place before the phase starts, i.e., there is an obligation of having them. Within the prerequisites (if 
they exist), there is the obligation to initiate the clause. 

• Provision of a rationale: The presentation of a rationale implies compliance with conditions. As 
recalled previously, the rationale for being valid must be assessed. Therefore, attaching a rationale 
implies the obligation of its verification by a domain expert. 

• Consecutive entries: These methods are listed in tables with a sequence number in the leftmost 
column, e.g., 1, 2. The normative provision (See Figure 97, line a) is that after the ASIL is verified, there 
is an obligation to provide all listed methods. However, the provision of other methods, the 
attachment of a rationale supporting the application of other methods and the verification of the 
rationale by a domain expert grants a permit for not providing all the recommended methods. 

• Alternative entries: There are methods in tables that are listed in an alternative way, i.e., marked by a 
number followed by a letter in the leftmost column, e.g., 2a, 2b. The normative provision (See Figure 
97, line b) is that after the ASIL is verified, there is an obligation to provide a combination of the 
methods listed. The combination of these methods also obliges to include those marked with the 
highest recommendation level and requires a rationale explaining how the combination of methods 
complies with the requirement. However, the provision of other methods, the attachment of a strong 
rationale supporting the inclusions of other methods and the verification of the rationale by a domain 
expert, grant the permit for not including the highest recommended methods listed in the table. 

• Guidance: ISO 26262 includes the provision of techniques and methods expressed in the form of 
guidance. In general, guidance is a procedure to build something else, and in this sense, the guidance 
elements become preconditions. To comply with the normative provision guidance, the procedure 
that is affected by the guidance is only obliged after all the elements of the guidance are provided. 

• Constitutive Tables: In this kind of tables the intersection of two or more entries provides the 
information required for complying with a specific requirement. The normative provision is that after 
having the inputs of the table, the output is obliged. 

• Work Product: The resulting work products are always defined in the standard within the 
requirements that generated them. Therefore, these requirements are presented as antecedents that 
obliged the provision of the related work product. 

3.7.2.2 Individual formalization of rules 

The process for individual formalization of rules is presented in Figure 96 part b. In the first step, the user 
needs to select a requirement from the standard. that the suggestion is that the user select the 
requirements in the order they are presented and that the rules are named in accordance to the 
requirement to ensure consistency and traceability. For example, if a requirement is marked with the 
number 5.1, the rule is called r.5.1. If the requirement must be divided in several rules, the name of the 
rule should be named by a number that accompanies the requirements plus a letter, i.e., r.5.1.a, r.5.1.b. 
Then, the user checks if the requirement responds to the description of one of the safety compliance 
patterns presented above. If yes, the requirements could be formalized according to the description 
presented for the pattern. Otherwise, brainstorming between the participants of the formalization process 
may be required. Following it is presented, with an example, the formalization process. 

Clause 5 of ISO 26262 part 3 determines that it is an obligation to initiate the phase Item definition. 
Therefore, as the pattern “Initiation of a phase” suggest, the formalization starts with the obligation in this 
case without prerequisites to perform item definition (see rule r5). Requirement 5.4.1. defines a guidance 
to provide the functional and non-functional requirements for the item definition. As it is described in the 
pattern “Guidance”, initially the components of the guidance should be provided, and then, they conform 
the element itself (see rules r5.4.1.a to r5.4.1.f and then r5.4.1). Requirement 5.4.2 prescribes the provision 
of the boundary of the item, which is an obligation that is the result of performing item definition (see rule 
r5.4.2). The last requirement of this clause, the one numbered as 5.5, defines the work product resulting 
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from this phase. As the pattern “Work Product” describes, the requirements are presented as antecedents 
(specifically, clause 5.4) of the needed work product (see r.5.5). The rules are presented in Figure 99. 
 

 

Figure 99. Rule set defined for clause 5 

 
To show how to formalize prerequisites, the requirement 6.3 is recalled. As the pattern “Initiation of a 
phase” suggest, the prerequisites, in this case the production of the item definition defines the obligation of 
performing the phase “Initiation of the safety lifecycle” (see rule r6.3). This rule is presented in Figure 100. 
 

 

Figure 100. Rule set defined for clause 6 

 
Clause 7.4.3 is formalized to show how to use the pattern called “Constitutive Tables”. As the pattern 
suggests, the intersection of the entries in the constitutive tables are the antecedents of the rules. The 
formal representation of this requirement is presented in Figure 101. 
 

 

Figure 101. Rule set defined for clause 7 
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3.8 Reuse Discovery 

This section includes the main guidance for the technologies currently developed in AMASS for semantics-
based reuse discovery, i.e. for the identification of reusable information based on their semantics. This is 
divided into two areas: how system artefacts can be represented and the supported architecture and 
operations. 

3.8.1 Methodology to represent system artefacts 

The methodology to represent system artefacts is based on SRL (Figure 102; System Representation 
Language), which is a resource shape that provides the schema to define the input/output interface for 
reuse operations. Any input content and output artefact must be expressed following the entities of SRL 
and creating an underlying graph that is used by a search engine to discover potential reusable assets. 

 

Figure 102. System Representation Language (SRL) 

The definition of the entities of SRL and usage examples are as follows: 

• Artefact is defined as a knowledge container and described by Relationships. 

Example: a diagram, a diagram node. 

• RSHP (RelationSHiP) is the core component of SRL. It is used as a descriptor of all types of Artefacts 
information and to connect them. 

Example: to indicate that a diagram node is part of a diagram. 

• MetaProperty represents metadata about an Artefact, typically through key and value pairs. 

Example: the version of a diagram. 

• Term represents a semantic concept in a natural language. 

Example: “car”, “sensor”. 

• TermTag represents the syntactic category of a term. 

Example: noun, verb. 

• Semantic Cluster represents that semantic category (or type) of an element. 

Example: ‘system’ for “car”, “class” for a diagram node in a class diagram. 
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Further details about foundations for system artefact representation are presented in D6.3 [12]. Table 1 
presents a generic mapping between elements of a diagram and SRL entities. 

Table 1. Mapping between generic model concepts and SRL 

Generic Object SRL Entity 

Model Artefact 

Relation RSHP 

Relation Type Semantic Cluster 

Node Artefact 

Node Property Attribute Metaproperty 

3.8.2 Operations to support reuse discovery 

Table 2 presents the base operations necessary for reuse. CRUD operations correspond to Create, Read, 
Update, and Delete. They are introduced in D6.3 [12]. The application of these operations enable 
semantics-based reuse of the information stored in ontologies, leading to what could be regarded as 
configuration management of ontologies (see Figure 103; further explained below through specific 
operations). 

Table 2. Operations for the management of the System Knowledge Base and the System Assets Store   
 

 Core 
Operations Common Operations 

Retrieval 
Operations Reuse Operations 

Operations for the management of the System Knowledge Base 

Resource C R U D 
Text 

Standardization 
Validation Preferred Related 

Index & 
Search 

CopyTo Merge Diff 

Term x x x x x x x X x x x 
 

SCM (Relationships) x x 
 

x x x 
  

x x x 
 

Pattern x x 
 

x  
   

x x x 
 

Rule x x 
 

x  
   

x x x 
 

Operations for the management of the System Assets Store 

Artefact x x x x x x x X x x x x 

 

Figure 103. Ontology configuration management: overall workflow 
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When evolving an ontology, one might wonder what the evolution of the ontology itself has been during its 
lifecycle. In addition to that, if a mistake is found, it would be helpful to revert the ontology to one of the 
previous states. For these reasons, some operations have been implemented to deal with ontology 
configuration management. 

• View changes (Figure 104) allows the user to graphically visualize differences between the current 
ontology and one of its ontology baselines (or against another ontology). It shows the new, 
modified and removed elements. 

 

Figure 104. Ontology configuration management: “View changes” scenario 
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• Copy (Figure 105) allows the user to copy content to another ontology, considering all the 
dependencies. The user can decide either a total copy (the whole ontology) or a partial copy (by 
manually selecting the elements to copy). 

 

Figure 105. Ontology configuration management: “Copy” scenario 

• Merge (Figure 106) allows the user to merge the content of an ontology with the content of one of 
its baselines or another ontology. 

 

Figure 106. Ontology configuration management: “Merge” scenario 

• Revert (Figure 107) allows the user to revert the current ontology to one of the previous states. 

 

Figure 107. Ontology configuration management: ‘Revert” scenario 
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All these reuse operations have been implemented in Knowledge Manager (Figure 108). 

 
Figure 108. Ontology configuration management in Knowledge Manager 

3.9 Representation of Safety Standards with Semantic Technologies (*) 

The approach to represent safety standards with the semantic technologies provided by Knowledge 
Manager (KM) is presented in D6.3 [12]. The activity diagram in Figure 18 synthesises the approach: 

• KM configuration. This activity is necessary to tailor the default KM usage to represent safety 
standards, i.e. certain aspects of KM must be configured so that a user can create a suitable 
representation in accordance with the holistic generic metamodel. The configuration focuses on 
those semantic aspects of the standards that must be included in the representation. These aspects 
are specific to safety standards but independent of the specific standard to represent.  

• Specification of a standard’s information. This activity results in the specific representation of a 
given safety standard. Two tasks can be distinguished. These tasks will usually be executed 
iteratively to incrementally represent a safety standard. 

As additional guidance, Table 3 presents the mapping between the concepts of a Reference Assurance 
Framework (Figure 18) and the concepts managed by Knowledge Manager, and some examples. 

Within the overall purpose of demonstrating alignment or compliance with a safety standard, the situations 
in which it would be possible to take advantage of the representations include: 

a) Quality analysis of the text of a safety standard. KM is part of a tool suite that supports, among 
other features, system artefact quality analysis, including textual artefacts. More concretely, the 
suite can analyse artefact correctness, completeness, and consistency. Considering the text of a 
safety standard as an example of artefact, its text quality could be determined. This would be 
valuable because text quality is one of the most frequent weaknesses that practitioners find in 
safety standards. Parts that could be better specified or should be clarified could be identified. 

b) System specification alignment. When specifying information for a specific system or analysing the 
information, the degree to which the specification is aligned with a given standard could be 
assessed. First, the system could be specified, e.g. its system requirement, according to patterns 
that refer to the semantic clusters added or to standard-specific terms. Second, an ontology of the 
system could be linked to the ontology of the standard, e.g. to specify that a given part of the 
system corresponds to the DO-178C component concept. 
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c) Compliance assessment. An ontology of a safety standard created with KM could be used to assess 
process and product compliance. The tool suite capabilities could be used to compare process or 
product information with the ontology, in order to determine compliance gaps. The information 
could correspond to artefacts of different nature: textual specifications, documents, diagrams, 
spreadsheets. 

d) Comparison of standards. The text or ontology of a safety standard could be compared with the 
ontology of another standard, in order to identify commonalities and differences. This usage can be 
regarded as an extension of (a). 

e) Reuse of compliant system information. If a system’s information (e.g. a system model) is linked 
with the ontology of a safety standard to declare compliance with the standard, it would be 
possible to search for compliant system information and, when found, to reuse it. It could even be 
possible to analyse system information reuse between safety standards if the ontologies of the 
different standards are linked. The linking of a system’s information with the ontology could be 
based on (b). 

f) Specification of standard-specific metrics. Specific metrics could be designed within the Inference 
rules layer based on the semantic information of a safety standard represented in KM. The metrics 
could assess (1) general compliance with the standard (e.g. the amount of Reference Artefacts that 
have been provided) and (2) artefact-specific characteristics that a standard defines (e.g. 
architecture specification consistency). Although the metrics are often not directly declared in the 
safety standard (e.g. for the latter example), the standards’ information would drive their definition 
by indicating the areas for which metrics could be designed and possible aspects to consider. 

Table 3. Mapping between the concepts of a Reference Assurance Framework and the concepts managed by KM 

Reference Framework Concept KM Concept Example/Comment 

Reference Artefact Cluster Software requirements data (DO-178C) 

Reference Activity Cluster Component design (EN 50128) 

Reference Technique Cluster Formal methods (IEC 61508) 

Reference Role Cluster Designer (ISO 26262) 

Reference Requirement - 
Reference Requirements are not represented as 
elements of an ontology 

Reference Artefact Attribute Cluster 
Rationale (for Derived High-Level Requirements; 
DO-178C) 

Reference Artefact Relationship Relationship type 
Derived from (e.g. Software system design 
specification derived from software architecture 
design; IEC 61508) 

Reference Criticality Kind Cluster ASIL (ISO 26262) 

Reference Applicability Kind Cluster Objective satisfaction (DO-178C) 

Reference Criticality Level Cluster ASIL A-D (ISO 26262) 

Reference Applicability Level Cluster 
Objective satisfaction should be shown as Satisfied 
or Satisfied with independence, or is at applicant’s 
discretion (DO-178C) 

Reference Applicability Relationship type 
A cell in recommendation table in EN 50128 
(which links several elements) 

Associations between Reference 
Assurance Framework classes 

Relationship type User – Input Artefact 
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Figure 109. Reference Assurance Framework metamodel divided into (a) specialization hierarchy, (b) main 
components of a RAF, (c) reference assurable elements associations, and (d) RAF applicability information [18] 

 

 
(a) 

 

 
(b) 

 

 
(c) 

 

 
(d) 
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3.10 Methodology to Reuse Safety and Security Analysis Artefacts (*) 

The Safety Architect tool is an external tool, which interacts with AMASS to provide a support for safety and 
security co-analysis from CHESS model. However, when a system model has progressed/modified, it can 

demand a huge amount of time to be analysed again. The EMF Diff/Merge2 methodology can reduce this 
(re-)analysis cost.  

 

Figure 110. EMF Diff/Merge Method 

The user can compare and merge two versions of the same model in order to reuse specifics artefacts, such 
as safety or security analysis artefacts contained in the version already analysed. To apply this Diff/Merge 
methodology supported by the interface between CHESS and Safety Architect, the user must follow the 
following steps: 

• Step 1: Import a CHESS model from a UML file. 

 
Figure 111. Import from CHESS tool to Safety Architect tool 

• Step 2: Perform Safety or Security Analysis in Safety Architect on the model. 

                                                             
2 http://wiki.eclipse.org/EMF_DiffMerge  

http://wiki.eclipse.org/EMF_DiffMerge
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Figure 112. Safety & Security Viewpoint in Safety Architect tool  

• Step 3: When the same CHESS model is modified, re-import the model by applying this Diff/Merger. 

 
Figure 113. Differences between two models  

To summarize, the Diff/Merge reuse mechanism can be exploited during the re-import from the AMASS 
Platform - CHESS tool to the Safety Architect tool. Indeed, if there is at least one existing project (imported 
from the CHESS) into the SA workspace, the user can apply the merge operation during the re-import of 
the same model. The usage scenario is as follows: 

• Import a CHESS model into Safety Architect. 

• Perform Safety or Security Analysis in Safety Architect on the model. 

• When the same CHESS model is modified, re-Import the model by applying this Diff/Merger. 
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3.11 Model-Based Testing Methodologies (*)  

This section includes a high-level description of the main ideas for how analysis and test may be combined 
in a common methodology consisting of common verification planning and verification status tracking, and 
general guidance for exploiting analysis and test results in subsequent verification steps is given. 

The section introduces and describes an approach that allows to refine the overall methodology into 
dedicated solution guidelines by means of workflow patterns. This approach allows describing best 
practices solutions in a harmonized way; it also enables to bring the individual workflows into relation with 
each other. Therefore, it provides a means to refine the overall Model Based Analysis and Test (MBAT) 
methodology to individual solutions and their applications. 

The proposed refinement consists of 4 levels, the overall method, combination workflow patterns, method 
instances. Figure 114 depicts the refinement process. 

In general, a pattern is defined in the POSA book series [57]: 

“A (solution) pattern is a (generic) solution for a certain problem in a given context”. 

This it is not a finished solution that can be transformed directly into a running system, but it is a principal 
description or template for how to solve a problem. A good pattern can be used in many different 
situations and defines a formalized best practice. 

An analysis and test (A&T) pattern is a typical workflow executed during V&V that involves a mixture of 
verification techniques (dynamic testing/simulation and static code or model analysis). A pattern defines a 
sequence of the main processing steps of a V&V activity, not related to a specific tool. A step is typically 
automated, where tool support is required and feasible, but may be performed manually, in lack of tool 
support, but may take much effort. A step may also be manual where tool automation is expected to be 
hard, relies on informal information, or requires human “intelligence”. Also, it defines the kinds of data 
exchanged. Again, the logical content is emphasized over specific data formats (use metamodel concepts 
where applicable). 

A method instance is an instantiation of a workflow pattern with specific tools, and specific types of data 
for analysis or test results, and model notations. Such a method is to be executed in the context of the 
MBAT RTP [55] providing a set of basic services, and the facilities for controlling execution and exchange of 
the defined artefacts. An A&T pattern must be instantiated by specific tools and defined data exchange 
formats. To do so efficiently they will make use of the MBAT RTP. This may also include a script language 
for automating V&V workflows. 

The methodology consists of an overall workflow for combining model-based analysis and testing. The main 
idea is to use joint V&V planning to track verification status and based on an inspection of the requirements 
and V&V objectives, apply the best technique for that, and systematically asses the outcome for a 
subsequent refined iteration. Also, it develops the main V&V flow across most abstraction levels and 
indicates how the overall workflow may be applied across V&V activities and abstraction levels. To capture 
the commonalities of different verification techniques, the method defines the concept of a generic A&T 
step.   

To make the A&T combination idea more concrete and operational, concrete ways of combining and 
exploiting combined A&T must be identified. The methodology defines a refinement process based on A&T 
patterns. An A&T pattern is a typical workflow tailored towards a specific purpose, and that involves a 
mixture of verification techniques (dynamic testing/simulation and static code or model analysis). A pattern 
defines sequence of the main processing steps of a V&V activity, not related to a specific tool. A method 
instance defines specific tools, exchanged documents and artefacts used to implement a pattern.  
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3.11.1 Introduction to Model-based Testing (MBT) with Patterns 

Use models to guide and support testing of a target system (SUT – System Under Test). Increase confidence 
in generated tests by analysing (model-checking) the model from which tests are generated (valid tests that 
satisfy requirements, failing tests likely caused by wrong implementation, etc.). The overall workflow is 
described in Figure 114. 
 

 

Figure 114. Structure of MBT (Model-Based Testing) 

 
Participants:  

• User: Person who provides the requirements; (s)he may also receive the reports.  

• A&T Model Engineer: Person who cooperates with the user to analyse the requirements and creates 

the A&T (test) model that represents them in a formalised way.   

• Test Objectives denote what shall be tested; they are closely related with the concept of coverage. 

For MBT, the most important coverage criterion is “each requirement shall be tested at least once“. 

So, test objectives often represent requirements, but there may be an m:n relationship between 

requirements and test objectives.   

• Test Suite: set of test cases generated (TCG) from test model. Each test case contains at least input 

data, but for assessing whether the resulting behaviour conforms to requirements, expected results 

should also be present. If the latter cannot be expressed by explicit values, conditions such as „x > y“ 

are used. Conditions about results are also called oracle.  

• SUT: The system to be tested.  

• Test Executor: Unit that applies test cases to the SUT and compares results with actual ones (i.e. 

executes the “verdict“). Usually, a so-called “test harness“ and “adaptor” is used, a test environment 

that feeds input data of a test case to the SUT and records outputs and behaviour of the SUT, e.g. by 

mocking services used by the SUT. Often, test experts cooperate with SUT experts in operating the 

test execution.  

Actions/Collaborations:  

1. The A&T model engineer cooperates with the user during development of the test model, in 

order to understand the requirements and model them correctly.  

2. The test engineer uses the test model to generate test cases from it automatically. This may 

require feedback to the model engineer in the case of problems, e.g. that the requested 

coverage cannot be achieved, or the model is too complex.  
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3. The test engineer cooperates with SUT experts (the user) in operating the test execution 

environment. The test environment usually must be adapted to the SUT, for which knowledge 

about the SUT is needed. Sometimes, also adaptations of the SUT must be done, e.g. for logging 

and reporting.  

4. Taking oracles and test results, the verdict expresses whether a test passed (the test results fulfil 

the oracle), failed (this is not the case), or is considered as inconclusive. The latter occurs when 

the SUT reacts in a way not foreseen by the model such that the oracle cannot be applied. As 

there may be several reasons for that:   

• the model doesn’t reflect the specific SUT‘s behaviour   

• the test case generation doesn’t consider the alternative the SUT has taken    

• the report is not detailed enough.    

At least on inconclusive test cases, test experts need to interact with other experts to clarify this 
situation. On failed test cases, cooperation between involved persons is needed to identify and 
presumably to remove the reason.  

3.11.2 Pattern for MBA-Based Runtime Verification 

This is also an architectural consistency checking. The purpose is to ensure that the runtime behaviour of 
the system matches the models that are used as the input for static model-based analysis. In performing 
model-based analysis, some assumptions are considered (e.g. Worst-Case Execution Time WCET). By 
testing a system with respect to these assumptions, it is verified whether they are valid at runtime or not. 
This is of great importance because any inconsistency between the models capturing the expected 
behaviour and the actual behaviour of the system at runtime imply that the result of model-based analysis 
may not be valid and applicable anymore for the implemented system. 

 
 

Figure 115. Structure of Model-Based Run-Time Behaviour Verification  

 
Participants: only those are described here that operate in addition to those described in the pattern 
shown in Figure 115: 

• Analysis objectives: properties that must be possessed by the test model. They are derived from 
requirements by the analysis and test (A&T) model engineer and may be formalized, e.g. as Time 
Constraint Tree Logic (TCTL) properties.   
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Actions/Collaborations:  

1. Using the test objectives, the system model is analysed, resulting in traces through the model 

that represent witness for fulfilment the requirements. These traces represent test cases, but in 

abstract notation, because they cannot be directly applied to the SUT.  

2. The test engineer turns these abstract test cases (automatically) into executable test cases, 

typically in form of test scripts, which can be understood by the test environment. This is mostly 

achieved by a rather straightforward notation transformation.   

3. The test engineer executes the test cases against the SUT and records the test outcomes in the 

test reports.  

4. The test engineer evaluates whether tests are passed of failed, typically by comparing reports 

with the intended results (test oracles).  

5. For failed tests it can be appropriate to post-process the test report manually by the test 
engineer, to provide additional information such as suspected fault location, which were 
gathered during the test result evaluation.  

3.12 Summary (*) 

The following Table 4 summarizes the supported activities during specific development phases. 

Table 4. Summary of reuse activities during specific development phases. 

Phase Supported activities 

1. Digitalization of standards Modeling standard’s rules (requirements, activities, roles, applicability tables, 
criticalities…) can be done using OpenCert.  
Modeling of the standard’s requirements and the rules in EPF Composer can be 
used to support the process planning phase. 

2. Reuse preparation Define reusable process elements in EPF-Composer to be used during the project. 
Define the equivalence mappings between the standards using OpenCert. 
Representation of Safety Standards with Semantic Technologies (one of its 
possible applications) using OSLC-KM 

3. Assurance Project creation  Use the reuse discovery functionality (either using elastic search or OSLC-KM) in 
order to use the cross-project reuse in OpenCert.  
Use the reuse assistance to take advantage of the cross-standard reuse in 
OpenCert 

4. Assurance case edition  Within EPF-Composer connect to OpenCert to use Automatic generation of 
process-based argumentation. 
From your system architecture design in Chess connect to OpenCert and 
automatically generate product-based argumentation. 
Manage the variability in the assurance case with BVR. 
Reuse of arguments using the argument patterns and modules in the assurance 
case editor provided in OpenCert. 

5. Validation and verification 
activities 

Reuse of safety and security analysis artefacts using Safety architecture and take 
advantage of model-based testing 

6. Standards compliance At any time, the user could either use the mappings table to check the status of 
compliance or from EPF-Composer and in combination with Regorous to check 
the compliance via the use of Formal Contract Logic. 
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4. Conclusions 

This document defines a methodological guide to use the AMASS Platform for a cross-domain and intra-
domain reuse approach with the AMASS Tool Platform and related external tools integrated with the 
platform. The deliverable at hand describes workflows and steps to perform the activities. 

This version of the guide is related to the third and final prototype of the AMASS Tool Platform, called P2. It 
provides a variety of techniques to reuse different types of intra- and cross- domain assurance information. 
This information may be process-, product- or assurance case-related. This deliverable provides detailed 
guidance about reuse assistance, management of lines, automatic generation of arguments, transformation 
of standards to baseline models, compliance mapping, compliance checking, reuse discovery, 
representation of safety standards with semantic technologies, reuse of safety and security artefacts and 
model-based testing. 
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Abbreviations and Definitions 

Abbreviation Explanation 

A&T Analysis and Test 

AIT Assembly Integration and Test 

API Application Programming Interface 

ASIL Automotive Safety Integrity Level 

AOCS Attitude and Orbit Control Subsystem 

BCL Basic Constraint Language 

BVR 
Base Variability Resolution - a domain-specific language designed specifically to 
enable software product-line engineering (SPLE) 

BVR-T Base Variability Resolution Tool 

CACM Common Assurance and Certification Metamodel 

CAN Controller Area Network 

CBSE Component-Based Software Engineering 

CCU Central Computing Unit 

CDO Connected Data Objects 

CHESSML CHESS Modelling Language 

COTS Commercial Off-The-Shelf 

CPS Cyber-Physical Systems 

CRUD Create, Read, Update, and Delete 

CVL Common Variability Language 

ECSEL Electronic Components and Systems for European Leadership 

ECSS European Cooperation for Space Standardization 

ECU Electronic Control Unit 

EMC2 
Embedded multi-core systems for mixed criticality applications in dynamic and 
changeable real-time environments 

EMF Eclipse Modelling Framework 

EN European Norm 

EPF-C Eclipse Process Framework-Composer 

FBS Functional Breakdown Structure 

FCL Formal Contract Logic 

FMEA Failure Modes and Effects Analysis 

FMVEA Failure Modes, Vulnerabilities and Effect Analysis 

FODA Feature-Oriented Domain Analysis 

FTA Fault Tree Analysis 

GSN Goal Structured Notation 

GUID Globally Unique Identifier 

HTTP Hypertext Transfer Protocol 

HW Hardware 

ICSE International Conference on Software Engineering 

IDE Integrated Development Environment 

IEC International Electrotechnical Commission 

ISO International Organization for Standardization 

ISSRE International Symposium on Software Reliability Engineering 
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JRE Java Runtime Environment 

JSON JavaScript Object Notation 

JU Joint Undertaking 

KM Knowledge Manager 

LIN Local Interconnect Network 

MARTE Modelling and Analysis of Real Time and Embedded systems 

MBA 
Model-Based design methodology for Assessing performance and safety requirements of 
critical systems 

MBAT Model Based Analysis and Test 

MBT Model-Based Testing 

MCU Microcontroller 

MOF Meta-Object Facility 

NL Natural Language 

OMG Object Management Group 

OPENCOSS Open Platform for EvolutioNary Certification of Safety-critical Systems 

OSLC Open Services for Lifecycle Collaboration 

PBS Product Breakdown Structure 

PCB Printed Circuit Board 

PLE Product-line Engineering 

RAF Reference Assurance Framework 

RecL Recommendation Level 

REST Representational State Transfer 

RSHP Relation SHiP, (Information representation model based on relationships) 

RTP Reference Technology Platform 

SACM Structured Assurance Case Metamodel 

SAE Society of Automotive Engineers 

SCM System Conceptual Model 

SecRL Security Risk Level 

SEooC Safety Element out of Context 

SIL Safety Integrity Level 

SiSoPLE Security-informed Safety-oriented Process Line Engineering 

SoPLE Safety-oriented Process Line Engineering 

SPEM Software & Systems Process Engineering Metamodel 

SRL System Representation Language 

STO Scientific Technical Objective 

SUT System Under Test 

SVN SubVersion 

SysML System Modelling Language 

TCTL Time Computation Tree Logic 

TCG Test Cases Generated 

TTM Time To Market 

UMA Unified Method Architecture 

UML Unified Modelling Language 

URI Uniform Resource Identifier 

URL Uniform Resource Locator 
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V&V Verification and Validation 

WEFACT Workflow Engine for Analysis, Certification and Test 

WCET Worst-Case Execution Time 

WP Work Package 

XMI XML Metadata Interchange 

XML EXtensible Markup Language 
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